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# Introduction of DBMS

## DATA

It may be defined as the useful information & all the data are stored in a centralized location is known as data.

DATA BASE

It is defined as a useful information which is organized by certain set of rules is called database.

DATA-BASE MANAGEMENT SYSTEM (DBMS)**-**

It is defined as a **collection of programs** which is written in order to **manage data base effectively** is known as DBMS.

# Types of DBMS

1. Flat file DBMS
2. Heretical DBMS
3. Network DBMS
4. **RDBMS (Relational data-base management system)**

* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjIAAAFJCAIAAAAOo1CRAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AAGzgSURBVHhe7b0Fe9zG97/9vIB/U2b+NszMSW3HjsPMjiHMzOAw23FsxxROHGZOw8xpGmZmpoaapu3vudcja2V5vTF71znn+ly+tKPR6MxIPvccrVb6//5f1mYikUgkEjmIBEsikUgkciAJlkQikUjkQBIsiUQikciBJFgSiUQikQNJsCQSiUQiB5JgSSQSiUQOJMGSSCQSiRxIgiWRSCQSOZAESyKRSCRyIAmWRCKRSORAEiyJRCKRyIEkWBKJRCKRA0mwJBKJRCIHkmBJJBKJRA4kwZJIJBKJHEiCJZFIJBI5kARLIpFIJHIgCZZEIpFI5EASLIlEIpHIgSRYEolEIpEDSbAkEolEIgeSYEkkEolEDiTBkkgkEokcSIIlkUgkEjmQBEsikUgkciAJlkQikUjkQBIsiUQikciBJFgSiUQikQNJsCQSiUQiB5JgSSQSiUQOJMGSSCQSiRxIgiWRSCQSOZAESyKRSCRyIAmWRCKRSORAEiyJRCKRyIEkWBKJRCKRA0mwJBKJRCIHkmBJJBKJRA4kwZJIJBKJHEiCJZFIJBI5kARLIpFIJHIgCZZEIpFI5EASLIlEIpHIgSRYEolEIpEDSbAkEolEIgeSYEkkEolEDiTBkkgkEokcSIIlkUgkEjmQBEsikUgkciAJlkQikUjkQBIsiUQikciBJFgSiUQikQNJsCQSiUQiB5JgSSQSiUQOJMGSSJRYZSvc9HSYx61pFU5O9Ph9QkWRKBMoqGMN03me4RIsiUSJVd7iTf9Z6PJ/i0WizKP9gZ6m8zzDJVgSiRIrHUtrhlYJ61JDJHJqnZrowcm8N0CwJBI5rXQs1a/W0LRKJHI6zepdnZN5xeAqpvIMl2BJJEqsBEuizCTBkkjk9BIsiTKTBEsikdNLsCTKTBIsiUROL8GSKDNJsCQSOb0ES6LMJMGSSOT0EiyJMpMESyKR00uwJMpMEiyJRE4vwZIoM0mwJBI5vQRLoswkwZJI5PQSLIkykwRLIpHTS7AkykwSLIlETi/BkigzSbAkEjm9UoKlCvVHjI9aKxI5jjbNnnBmcd9tcwNM5cmWb+dI02mfPAmWRKLEKiVY6jlszv+JiWVqW7hqn+m0T54ESyJRYiVYEhOzY4IlkSi9JVgSE7NjgiWRKL0lWBITs2OCJZEovSVYEhOzY4IlkSi9JVgSE7NjgiWRKL0lWBITs2OCJZEovSVYEhOzY4IlkSi9lRZY+u+//549e/bo0aN//vlHK4opfPjw4R9//PHXX3+xTMnp06cvXbr077//qgr27fHjxwcPHnz79i3LDx48UO2oVTbt77//vnfv3qtXr7TPMUbh8ePHb968qXb6/PnzPXv2vHnzRq1NU8OTO7FGX+z3mrWnTp26fv26Gij7xiDv37///v37VKaDbHj16tV3tv/06VOGkfpakS17+fIlw0W1xLih2sTs7zrxxrHmFOIY2WlQHdBbt25pnxNhDNShQ4c46HSKZTZ/8eKFts6WCZZEovRWWmDpxo0bCxcujIiIIOgTjuEHxgKcaNWqFUGEj8Sabdu2HTlyhAViBCWECYwFPhKSDh8+TPimhAb5S5srV64kDLGKeN2mTRviu1ob316/fj1v3rxVq1ZNnTqVuEZ4ZSv+Uh4cHDxjxgyW2S/+zJ8/n0KW1V8apKZapv2jR4+yx4T2kiQjFC5durRr167Tp0+fO3cuu8AgCo2zC7VHqqm983fixIkMoPKTcmqqOmp8+Ksjn+XFixcrFNFZ2g8LC7PDWna3bt26BQsWzJo1iyHiuGDUp5wWWGbvVGMZKvj7+69fv55lKmAJDQXldHDRokUML1zko/KTBeU5f1XXKFRDqipo28cz9rhlyxbOovHjxzONuHLlysmTJ9kc99icYaFB6vz555+jRo2aPXs2DVr8e/OGQrUX2meZysxg9FOFv5cvX+ZEog6rzp8/361btzNnzqid2jTBkkiU3koLLBF/iSZwhQi1efPmOXPm7Nq1a/jw4cSUZs2aEUMJXqBl8uTJu3fvZjJOhZkzZ4IrAgSxMjw8/Pfff2/UqBFoIXzQIPFl06ZN1CEMRUdHL1u2rEmTJtRXsSa+wTAqkI3RPvF65MiRBLUJEyZcvHiREDZgwABiNy7t27ePCE5it2bNGso3btyoQjw+kH+wVefOndk8ob0kyYiM7MjX15eWz507R3fYI1RQe4SUIJzOrl69mtGgDh7CMHxmKJjOL1myhO6TL7IhrA0JCWF4Vct3797lIxGW0WZVUFDQuHHjiMtqbXyjGi0z/iSvNMIojRkzhg0Z1a1bt9L3FStWMM5MGsBnp06dCOLXrl2D3xwOlZNpDRmMwsDAQHrBgNMyHaQyBlHoI+3gNjzAz2nTplF+4cIFGgSNHH2tibjGsPTv359tt2/fDpOgY58+fRiWyMhIMMPZRZ7NyDBKPXr04ESiL7TG0HEKsTBlypSoqCiO74kTJxhzytWAgEb6RR+pD/Oo2aJFC+qondo0h8bSZzl92zeq29XLoi5edT/P5WuqgDrEVkB6oXft+nph7qJN9XJdX+Ty1Su0qFfvg6x+qtzNrbFertS5cV2f2vVLl2uSJZuNvSO2bVa3nmkrm1L1i5ZuYipXat2gXs3KDbMW8tZbtqlfCnq3a1g3tFP1Gb2qT+9VPaB9Da9a9emOsU6xMl6mxu2rWJkmxs1R4ZLWFsqWb2xaq6tyxUZ6tYrujUxrlRrXaKDX+Si75uenOazjr8uvTv1KHo2+yuOjb2vSTwV89MoNqjfQyysYjlrVirYDvX6MOjep+21e27so92vjgc1rT+1pGdspPaoPaF67YoVGWbJp50YqKi2wRChnEtqlSxfiwvHjx1k+cOBA2bJlCa8+Pj7E37Zt2xLsQkNDYQwBsVevXmPHjiV4qUg0adIkgmzdunWJbgCJBol6JC60A108PT2PHTvWuHFjO1iCf2QbrVu3JjbBgxo1arBJx44d8QcYDB06dO3atV5eXhQ2b96cfdWuXZtQRYRiyt+3b98dO3bs3bt3yJAhAQEB+JwqWMLoC1QmQaRNPz8/uskeifjEUPDToUMH9t6zZ0/YwxARvgnErAIzOIO31Fe5C8AG/GfPnlXNkjqAGbqm6EKMtoMl+sIIA5unT58yvIR44njVqlVpkF4vX76c8WnZsiWjTTQnX+HQqEnGsGHD2DvEUrmUyWgWINEFfOaIjxgxAsgBezhHfkyPaIe/9AK4btiwgbHliFP5t99+09M+ozFWONOuXTsOFlgaNGgQXWO2wS5oh9HbuXPn4MGD8Ye/jAyA4cDhJCkmg8bMg784zCjRHTbRTyTYhjMMKYPPaclJ4sRY+rmgz7PZrvz3Iv6NsxW2EbJfztUqIL3weGhFvXB+/6p6uS6a0itcmeT+YXYt9EzoVFMvN+naZHe/umYAILa9GOluqmxTqj5h0VRu0m/DKxUs6aWTUtdXuX3HtK319wJzfXR7eoXqlRp+FNsLgq+pgn11a2olutKMXtX0tTvHVPp/8ZxRmtXHWo1BYBphqoAOBHrqdeiCKvwhv49eaNLzOS4B7WtmLcRkwrzT8r820avtGodXWnlIpxp6+eUo949jx8GoS5O0Y/R2oUuRUl5x1/rlLNp03bBKeiNGHRpfsVBJ6tsegeQp1bHEfz5zcPISAgQgYQEe8P9fpkyZ58+fE+zAQO/evdWUFiyNGjWKakRbwhm4Il4AFWbrBF/j3Fxdb6FlsHTv3j0CEzNxfa3J2JCwRWyFXmQDUIf4SyymcfDDvJ44Vb16deIyQRPUubu7EwTxga2IaKQ1xHriJl1QV5y0dlNmxF/cxhOQUKdOHTAMHcldgDHpo7e3N+la9+7dWUuuQPgGBpSMHj2a2A2kqQw5IFabNm0YH63R//s/CMR40jXaoRfkVWCJFrTVcY2+0HeOCCGe5IYF2FyrVi1SmSdPngwcOJDEomnTpkCOPTIy8INkrl+/fizgBlFexXeT0TWa5RjBDwaNXgAkkj/agQrkT5TgOd0nxeH4cizo17p160ibbDbItvCDwQEbHBdOEpKbx48fsyFt0g5JD3RhmaNJCkWGzSAAQtqHrAwd3sJ4kAbJQK86iPzlrKAmxFVzAkaAE8/OIc78WHqzwMXdzTyRTwaW0L8LXc5GuJvSr1THEqJTvrXr67tAX+fxOR7i8e8ic01djE8fv9qqcgqx9HEO3z9jhx09mOFGcmOsoMuIJTSzV7X44TupWEL/LXK5P8OtXlVrPqSUGCyxbWTX6voqXXawVP7Xxo9muektxNeTaFfqGDdJodICS6tXryY0EEeIpIR4YMNUt3LlykRk5r/Mo9u3b08sUFgiRVDTcCIIIZUpP4kU4GEqTZDVL+IRm4hQBEq2pQXCEzHaZkTDCDcjR44kcpE6PHr0iKBG2CIA4RIhGyN0kqtRTX3XRTAlRm/evPnBgweE5kWLFuEqe8Ex6tiJWYk3GoEEUJmOABJyIOb4jA/YpqfkRiRSYHL48OHz588ntlKBRAEs4QNkBZaUE4XxipqMle4VDGY0gAfG6MEzNnn48KFaG98YUjpLNQaBbJKeQiByHTah70wXGGEgR2THK/yhmgIDxwXA2BwNUigOJeM2ffp0piAcTWhB78AYBwLUhYSEqAyMQroPM9SBTijlJaHENyqAHIYIhJOBsXeOHQjnqNEC5xgHkdkD+2JkSJU4vpxXFDJ0IIp8ncQdoOKY4jR+0hc6CPPoLCMGujjudg5x5scSOjnR49O4E/nEYOnVPJens10RYNML0clQjxxFrJ6YsPR8jmUTm1L1jVh6M1/bBWJDvRw9n+tasqz12lpw5xoEXLWKhSPBFZf6V1k1pMqtqRX0TaBmjUqWMNe+YV29WaW/5ml1kN4vXe0bxcESH/XKSo1rxGGkLhOWOFh5i5kvmb4TS7BWufFijlaixIA0rM5+rZxLDJbQ2wXx86EEsfRzAe8LhsNHMnowqOJvwyvvGedJTb383gy3bO+6vpp4pcVFPEIAs2Aigrrgc+nSJQIKM19iECHm9u3blBAcibzEHeoQ+olfbIUx42ZDZt9UI0yzFYHmxIkTlMMksoQ7d+4QlAnxWEJYopx94QOZBxGHWbbyh5yANmmB1miKxmEV4CRRIPTDQjZkvzhDtoRRmbV2YlbijUbYC3tU9wHSLHthX/QUryhkRk8agQ8ssJYhwkmYyl/GinI8pAXGinGgXxCUkcGoTwm9IxlleKELm+C8tmNbxo6oyYaMDLtgePGEA8HIMKqsopBdsKCGkePCmPMxoWuDGD5Tk47QjjqOHHRyTfxhGFWD+En7dJk6dBCjgrZ9XGO4VEfoOPVpnO7TQRiMG4wYrnIEaRkPaYceMTLUp5CPLFBTDSkV9BMJB9icZZyhBQYNo+/vO5aI495xk4/EYKm7txasP8jq19O79pNZ1h1tGVVZrUImLJX71fw9jUlGLEX3Jb3QytmLX516TMz1tfP6aZcff8pv9ZZx6NKkjjFYbx5pvfq0ZpjVMaMmdLT2q6eP+ZKdSTvHWEGidG1yBZtfsZiwhLaO8vwwbs13YunG1Aqxlf2qeTY8E24dzFtT3T6J/ToKJRJLaOWQyiaHE8LS5O6WN5gpMfie7tasKHvhpjcN1O8Xm4ymXGmBpcQYsYCJsPEyXXwjfBMNCTH2A2LyjMbJxtatW6fY6XRGYGVkMMJrqoAzExvwUycSPAOZWmni7L3AEmLqnbOIdSKfJCwplSrX5PV8bRX5U/HY2wRSC0tK3ZrW0dcenlBRFbpXaKwXngj10CsrFSrppa+9McXNtFYpSVjS0aj3FxUtbaNf8bGEGtWIc/EtKViy6Lu8PnsDtE2YT4R3sV6RSzyW2NCrVpyJSEJYMoLHNHcBk7WrNNTXkj/FXZt8ZRSWiBTM6DMwnrLrFy9eOCmTxNLN3hcsoYmda+gVkoEl1MWrjn4lbV+gp7orIXWxVLiUlTEXo9xVoRFLJ+NhCS0aUFVpVm9zg0qJx1L7RvVUtbcLXNo2qKt/m9XDmxTNXNkmlo6FeBjvfUgqllCBEl4vDVcdSRZVeeKxhHBDvwcE2cTSry7Wgb0c5f6hrZstz4a7M6dB92a4xb8PJXnKKCyJiTmFZX4svTJUKFpai0fJw1K2Qt76N0DE658KWPxJXSzlK27F0vkIDUs/FfDR8YCGt671seHSVmKUSCxlyeard/DhTDcSl3MRWteOh+CMOSgbsfTaAJKA9swAtMrJwBI4uTbZmsR4VNDuWEkMll4Z3BjWupbuhk0shXWxbji2XU1VmA4SLImJ2bHMj6Ux7awRefsY7TpM8rD0ZW6f+9O1W7ZIm9R1PBOWfGrXL1bGy6T8JazXD+1jqU0D69rtljuztfKwrtYAyq6Ph3oMaVUrm+Uuauu2dpRILBUr00RPB7eNrkRyMLmHBh7KXV3Nd6MZsTS5R/UXsUi7N93ts5zab4OSgSW0blhlvUL7hprDicFSdJ9q+i0qj2e5/hibadnE0qEg63nSpKb5xr+0k2BJTMyOZX4skb5sGKHFuLcLXGpWtgSC5GHp4+x+t6dps/iYMG2ZxZuwZFNnw61X3oxYWjig6o/5fZR+KeRdvVJD4511g1sw2de2+j6fz9Fg85XJvxe4rB1WuWH1+l/neUfylEgs9fWrrVerU8USpmlcL5nSw3zjtRFLQ1vVblm/roq2aMXgKureh+RhyXggRliSHkthYrDELKRNg3q6G7P7VFX3PtjE0u2p1vvCK7il5i3g9pVaWHr27Jn6Bl5MzNnt+vXr/8T+yDfzY6nsr01yFW36cq728a/5LoT4VMFSJY+UYolOvZ6vCcf+jQ2m6GJEBf2ZCEofZff7bbg1h9D17yKXW9PcCpa0lzklEktXJ2m9uzPNTV3++iSHD46pQmMvlExY+iSH79XYi296dpVyLIV10b4UTCSWPsjmezzEQ33Ejcoxh8kmlp7Gnl3IiKVJ3apzXsXXT/kTfAJFkpRaWNq8eXMJMbFMYW3atNHvsH8vsPRBVr/w2G8RiFNDWtZKFSypx+2kBEsJaU+AZ77iNjBD/lHNs9ES/yrGL3KUiLa0bKqvKzFYqlyxkV5n1RDrjeYze1dVhRwC04OITFiipLxLY923/YEVP8rhm3IsBXVMGpYoAUX64zD2BlhuTkkSlmb0st41btTPBRwLS7dv314nJpYp7MCBA/otmu8FlijJktXvQqRGFAJWFUMITjyWPs3he3ua9bulcjG//DdhqWalhv8r6G3SD7HfcKB3Yml7zJc6en2bylbIe1TbmidCPUzPIqJfpppKicHS1NivkVCnxtY6Fd0b6mncppFxfIuPJTS/v4Yx1MO7TvKwNN0AhgHNtJYTjyUUbfCtm1cdm1jSb+hAVQwP03MWLL158+apmFimsFeG96G8L1hCHQwPL9hviJWJx9IP+Xwexz6l5t9FLvmKWaKbCUtJuhPvUJBnX786KLSzNbA+mOH2Saw/9vVpTt9S5Rpfn6LhFq1Lwc9pjQ87AHj7x3sqHQ320LH05xzXn2PuP1SyiaWcRZrqNx1cn1zh0PhkYMnveKh2FQ7Vr6bdjJAkLOUrYb2nkSHiKKtlI5ZICvU6xjvg8xZr6ubaWOnmFOv3T4IlMbE0MqfBEsFL/2kn/8bGR/7o0tOF+zOsvyS1iSX4sSP2+QXkOnqFxGPpV5fGBDW1lgCtfp2TEizpd+J9lN3v4Hirz1BKr486NK4b2KGmUvZ4bCZ06hteT+7PaT09GhnHJCEB41ox94wo2cQS6utXW2/NeGt7IrH0fT7vhzOts41isb/kTRKWUB/f2jpQdTeMWGrX0HosNo2wNmiU8eAKlsTE0sicBktf5vYFNioiEFZKlzNHfFc3a0TeG2D9Eb5NLKEy5a03QOtKJJY+zeG7LzbHopERbbTbw1IFS6hEmSbGh+/liUnFlNYb7nTwqml+PN0HWf30tcDStFbJPpZoIf4DhxLSBkv41oYrISx9m9fnqeEpSroShyW/zo2tP1u+N8NNfyJ4UrH0VW4f4++flIxYYmJh/JauQHHrmOsSLImJpYM5DZaIULvGWkkwOe4Nyp/m9DV+N9CvmfUiTEJYypLNb4Hhmw+lxGApS1Y/47cdt6dV+CSHtklqYenD7Nb7x1BAe2t4Hdeull6+eaR5Ul/+Vyubb01NTrb0Y36fx4Yn/m0aWWntsCom6c9RJZ7miw3fCWEJuRgyS12JwVKr+vX0e/9ooYLh6e9JxRLnT63KDfRVSkYsoe0GHoN/vVzXpSjBkphYmpsTYclyheqN4clsCwdUaVqrfq0qDZvVrb92aGV9Tv1qbpz0IiEsoU9z+Nw2/DYIJYSllUOq9G9WZ2Dz2mFdalww8I+41tXwykETlqjMVjal6ieEJVTJo9Hb2ITp+Rzr07iLl/HSB4Gscc3QynTfo0IjjwqN2zasd97g2/oRyfluqVZl600Nt6aab0xX2jjC+kDY3r5aX+xgCW0eZX6DkU0sPYl2VeMT0K4msxDjXfLLB1XRMzOUdCxZBFP1tciEpWqeDY0n2JHgih0b161dpWGdKg3bNqy7JW4XHB9LT548UX8fx5heqEwVsqDKU9f09tXHBw8e6MsZZbpLmFaUQWYafP4qU2tTYno7/NXbT4nFtGd2Ul9IO3MmLKG5/arGv/JmFP/hpi9j7GAJDW1Vy9hgQliyKYIam+tNIROW7EjVt4MltGO0dfIe8/oirbx9o3o6sRLSmwUuNQxf/BhlF0t+u8dZd9q5sY1n36FOja1u74h9WIZ9LBUo4WW6UdAmlmyKAwSiTHckJg9Lpcs1MQ6dCUtoUIvaxi/AEtLFqAof2XqMejKURlh69OjRnj174MGlS5dWrVq1YcMGSq5du7Zv375Dhw5dvXqVwhUrVmzbtk298iB17e7du+yRHdE4IQxPrly58vDhQ/XRjhFMFcO0z3GNlvWFpNqtW7fWrFmzcuXKzZs344lWmu6G85cvX/7tt99279599OhROstfxufs2bP0WquULLt///4ff/xBUzdv3qRNerpr166U9JQGDxw4QGv4fObMmR07dlyMeePGhQsXjh07lhanjW5OhiVi2dSetm/YVRrdtqbpLQb2sfRJDl/jU2cSj6XbU92YRBsfAIpSF0sNqlkvOj2e5fpVbm16zk5b1av3zNYXNrrII425hVF2sFSopJcelP+c7Uo2aVyr67u8PvpXX6QXuWLehWgfS2ic4clPKJFYej3Pxb95rW/ivdo8eVhCnCH6RCQ+ljgfunjVMT5MzyQQsnBA1cQ/6umdSgssEUdAwtChQ4kp4Gfv3r3QiCgTGhpKQNm4cSNhi5hFgF68eHFaxBfaDA4OJqgRaomM27dvh4jr1q1jpwRiYtypU6co119WBDtZJl7Dszlz5rCMh7dv36YaBD137hzV8JwunD59msJk+AwXd+7cSdSePXt2xmKJgzJq1CgO0IABA06cOLF06VL+RkREUK5VSpbRO7jLX+Cxdu3agzHGiGmrk2j4SVMDBw7kQHAIJk2ahJOzZs06cuQIf6dMmcJx1KqmgTkZlhDUaVS9weqhlQHAs9muz+e6Po52PRPmsWxQFc+Y3/CbtMS/yrGQikqmGKRUs3JDvcJvw6zv5untW0cvVzoSXHHPOM/FA6u0bVjP9C5BJbZdO7SyaSubUvW9atbXS0bG3jehi9Z+G25tzb9FnFifs2jT4E41Doz3vDW1AoOA7s1w+yO44uQe1XPauk1RV28fa7/86sS5aaJRjQb6qqX+cS6amTStZzW9ZlcvS1I1ok0tvYR8zlhZKWuhprin1/k8dgC/yeOjF+raE+C5ZmjlIa1qmd7/q6toKS+98kzDs9L7+NbWy5VjJv1S0JvjqCr8MaFiHhvt+5Us22RG72rHQyo+nOnGwELom1MrHAzynNqzGufYO39JliSlBZYI6Js2bQoJCSHSEfXgEFgi4g8ePJg5LwFRZSRM2Jn5EoC0zVLVJk+eDEJYIDKOHz/+999/nzBhAs4wo586deq0adMOHz48duxYYtzMmTOhI7P7sLCw69ev9+/fH3pBUCrMmDGDULtlyxY+ghOgQklkZCTBMalu019s//799ForyiBj8EeMGLF161bmDSCENA5sL1iw4N69e1qNpBujwZAyvLDkxo0bzEXU5CMlcw784YjQCHgDS4zexIkTmTEw+OxLsCQSZVqlOpYIH0yWwc/w4cOBAUGKTIXpOQQaNmwYf3v37g2uCFjz589Pu7xBYQlnwBJEwZPo6GiC2ty5c8eNGwdaiMVBQUFAAk8AD/jp06cP7ISmROp58+aBzyVLlqxevZpUiW2pRuyGcARHtk0GTdkE+JGZaZ8zyAjoHBqwwV8yP+YQpK10CiRrNZJudI18CyaBfFrm+JJiBgYGpqSzHDvaBEtkvaRHjD8ZMDkTJlgSiTKz0gJLZCR79+7t27cv4ZsMg9hE1Lty5Qpx6uTJk+RMxH1i/fLly5MR3BNjambNLJu9gBwQhRtz5swhaeMjjGHGTRQeM2YMSQNx2d/fn8oDBgxgGVbh8LJly9avX0/4g0ykTURb4iCVIZNibTI8Z/oP/FKSlKSK0cfRo0dzIIYMGbJt2zZSQ4UQMietRrJs3bp1jBgzALDE8J4/f55cJyVtMkXgWHDImMpERUXhJIfj6tWrUIqW79y5o9VLAxMsiUQZqTT6buny5cvAgAhOkCJF4C+zXUI/KGJODTaIXIQbbYPUNmIW7IEB7A6WzJo1C0CS/RA6ISLIoRwsUb5hwwbSKfX29IULF6obE/CTqArGqEm2RAvkWGQABEooRWWWk4ElskbStTQicSKNvZ89e5b4Tn85LuortxUrVuzfv58DpFVKltHUqlWrGD3mH4wqo8TUJCVtkuwyGwB1DDtN0SDnDEyl8enTp6fdyYMJlkSijFRaYAkj/MEe/uoLxkK1rBbSwmiZHSnTl9WCZa+xppfbNLVK1cFUoW7anpJiyd4wFU35YOqRWtZqJNdUU7qlvE3ViGpHLesLalmrlwYmWBKJMlJphCUxMec1wZJIlJESLImJmUywJBJlpARLYmImEyyJRBkpwZKYmMkESyJRRkqwJCZmMsGSSJSRSi0svX379i8xsUxhf//9t3ZaC5ZEovRXamFJTCxTmmBJJEpvCZbExOyYYEkkSm8JlsTE7JijY8mjQqNqnjbk6tq4QImmNl9Y97+C3qbKNlWsjOXJ4h9l99NLKrrbeBi5feUsYt1XjsLmZ3jnLNJUX5sYZS1kaeHTnL5VY0sqezQyvUdDV+5iTetVa9i9aZ1ePnXaNqxbuWKjb+O9CUIpl8GNMpYXz9to0N2tsV7nu3wJvuwuW2Frf39K+J14HBq9mv1Hm7+fEiyJidkxR8fSjSkV/ltkeSmcTb2a5+JTO85rGpBvnfqmaja1oH9VKn+bx0cvuR337d2J0ew+1fTNlwy0NGhUb586+trEqFV9y7shchXxfjNfK3ka7fp9PEh8kNVvZm/rfoluauGv+TZGA/X1tbrBeH5m6/Ucl6Pc9TpVKiaI5zVDq+jVjK+WMCm4k+X9RkpQ07RWJFgSE7Njjo6lm3FfcG5Tm0ZW+jiHNdT61a1vqmBTCwdYKPJdXuv76O5MSxqWvsrt+8TwXj7j6wSV+vjW0dcmRq0bWLCUu6i3/lLXZ7Ndf8gfB0sFS3idCfMg3OtbGcWG9MsEnn5+Vjf+XeQSYOtFeTiv1yFXM61VIplTwVQJCv6U33YmFNLZ+vY//Q3rIl2CJTExO+Y0WCIQEwdfzXNVMsZHtHlkJf1ilxFLbxdaNzFpdp+UYsn4nlmES0VLx3kTbo+mdUw7xR+9PggxrW1e7x1Y+javz8mJHnoL/y50uTW1wqUo98ezrHRkoMa1j/O6XiOWlIqXMb+xNzFY8q5l5n2jGg1MdZQES/aVFlj6999/nz9//vLly//+++/t27d//vnnmzdvVPmrV68oVNVYpkQtp679888/T548+euvv9iXcVlb/X//xzK7vnr1Kr5pRWlv7PH169f8Ze/0/cWLF2nU/XcaB4UDpBxgOVUOxN9//215kOqTJww43Xz8+DG7MI55Uo1tOWq0xjKNc6RwFT/VqZVuQ+c0WGKa716h8ff5fJQKlPDaNLKyWoXezHehRG1ixNKC/lX1TUz6MuYF3inAkt/uAE99W6Xtoz2NdT7N6Wva6dSe1reM9/erbVr7SQ4LS+xgKaqb9eXxL+a6NK1Zn4zti1y+P+T3ntTduoqxqlrRGu/iY2nZoMr6WqXEYGnlkCp6HaX5MRdC40uwZF9pgaWbN2/Onj07MjLy9u3bCxYsWLhw4bRp04gpFy9eDAwMVL9VBFTBwcGPHj1KSeRKyAi4Q4YMYb/s9MaNG40bNz516hSBjBjHX/Z49+5dHJg5c+b+/ftVCVvpC2lh7Pr48eNRUVFE1adPn86ZM4e9nz9/Pu32mJDhycaNG6Ojo0eOHMmR2r17d3h4OCDRVifX6J2/v/+wYcM46KtWrWJ5ypQp8ENbnXSjHc4Wpg4cxNWrV3MK7dix48yZM1OnTuXUunbtmlYvjc2ZsFQ85iYFXV/n8bk9zU2tRc3rai/tNmIpuk+C338oJRtLH2f3fRx7BQ8o6o3kKGL7hd9K4V1r6DW7etU1rVVKCEsfZvO7N93a3yY1zV8jAQl9bczrz7Xy+FgiJjaOu/k7sfRLQe/X86ybq4Xnc8zXGJUES/aVFlhiysxkedGiRYSqY8eOAQACHxGKmBISEqKwpF5e/uDBgzSKyzCpS5cuAAAH2rZti0tHjx5dv3799u3bYZJ679/ixYthw7x58+7cuQMy9+7du2fPHoKg1kSqGnEfNEZERIClc+fOEbh37drF7tJt1q+M0T5x4gRzBfKPS5cu3bt3T70hXh2UlNjZs2eZATDgHO6dO3c+e/aMyYHKdZJh+HnlyhXOFpyETNOnT8fhGTNmcArh85IlSzh8WtU0NifGEhrZppZai0a0qaUK0wdLnZtosR6EDGpRW2+kaS0bNx3oSgmWWtavp2+7c0yctEzppwLef8UC8tU8ly9yaRvGxxI6HuphvND3Tiz5N7f2cfEAK/962bqjQbBkX2mBJWIKDABFijpEq+XLl7OAEZeJgEDi8OHDy5YtI8RQqG2WqrZmzRqiLUyCQz179iRckprAg969e5OiBQQE4AYObNmyhXi6bdu2FStWUJPlZEfSdxotk0CApT///JNMZfjw4Uz50x9LK1euBIra55jUNiwsLOVYOnnyJIyfPHny/fv3t27dSnKzdOnSlDTLyMAhsARHmTrwkSTp8uXLDCCnE6eWVi+Nzbmx1NPbGnDTE0sfZ/d7OltLle7PsNwsp+cxG0aYr48ZlRIs7RxbSd+2WWxqaNL64dYLmw2ra4A0YklP7BjPAc1r6xu+E0t7AyqqtbSQu2hTvfKusTYAKViyr7TA0l9//aWmzMzKWSZIEUrUJTKFJZjBRLhjx47BwcHMqbXNUtXWrl17/fp19gL/+vTpAwhnzZoFdbp3705EU1gibh44cIBZOR7CKhA1atSolF/OSsh0LG3cuPHQoUMgk7CbdhS0aRwCujx37lz2q45IamGJBjHIQR7DAkknx5pDoK1OuulYunDhAsCjTfXSdM6r27dvp91hMpkTY+nDbH57Y7/d+W+RS6Pq2tfvRiwt9a+Sq6h3fH2RS7tXLXlYKlm2ib7VuqFwyG/5IO17l7cLLVHbVF9XsrH0cXbfhzM18hHRyv3a2LiJrqCO1vZZVoVGLK0aUpk21fLrea45Yy852sfS13l8X8zVtprT1/J90qrBWn9pLf4d54Il+0oLLDFxBjyzZ89mnkvIYwZN5vT48WPiS79+/VhLiIET48eP37t3L8vaZqlnBNlJkyaRigUFBV28eLFt27akSoQ2WEXmRCAGD0eOHME3Ugcm4NHR0SRMwGn69OlpFO8I03R88ODBZ86cOX36NMnZunXrdu3alRbdt28MDlhavHgxDjx8+BAf+vbtS96WkrRV0W7Dhg2ABHKsX78e9EL9lHy3xGEaMWIEbT579oy8lgVs3759TCmmTp3KHCIlDifenAlLZcs3+TSnnxKBsnm9ehSqta/mWWFgxFJCalFPyySSh6UBzbQrWuDQo4KFEB0aWe/KG95Ky9viK9lY+iqPz9PYr7LeLnApXMqcOCoZ08cl/tr9CEYsTetZvatXHX3cpvSo9kHMr2vtY2lcOw0z/y50cXezrK3u2VC/Sd2/mTXrUhIs2VcaXcT7+++/CbhqgcwJ05f5yzJzYZbT6IscGlcOYGpHaoHdqQX+skwd5Qx/1VqWtSZS2/Tuq73wF9PWpbspBxgE3SuWtXXJNTXm/FXLtJ/CwaQFHMNoB1MN0rIqTLnDiTSnwRJB8EKk+8mJHkqEUfWPrTSrd1X9m5K0xhJx/PoUzaubUyqosJ61kPW61v7Aisb6RiUbS9/n89GznBgs2U7IaFPVQQlhCYcPjdeuyJHbVY358awdLH2R23pzx/M5Lj8XtPxW6X8Fvf+crdV/NMucMAmW7CstsCQmlmnMabCUkPj3ntO3qmKDUlpjqUalhvomxhveNo3Uvvt5Pc+FqK2XG5VsLH2XeliipFblBjrUd431ZPTsYKl0uSbsUa06OL6iGmr+HgnW2PbPApdSZeP8EEqwZF+CJTExO+b0WPKKd5+0EUuE5pxFvOPr89jZfTKwNKO39T60dg2taPGqZXnokSqf1IPobyWlrmRj6cvcvk9mad8tkeKYfrerq1/s1UW0KPZhSPGxhOb2NfSiQb0rk6zjbMJSQHvNZ8sXeDWso+1d29rfka3jXLcULNmXYElMzI4500W8+f2rEtbRacOTDsK6aF/s6zJiKS3uxLscZY3gywdVmdG7mtKKwVX+jU1BHsxw/TqPBScmJRtLWbL5Poi95YG9uLravuUhvKv1R7UjY29NtImlAiW89MLbU92Mz4kwYunzXD76A5aIpIyn3t85/arp31E9mOH2ieH5T4Il+xIsiYnZMWe65UG/E69gyaYv52pRjwheMPb5DkppiqWqntYreHaEV2XL2yBHsrGElvpbH7LQN4FYf2C89cET+oMebGIJDWtVU+eKUUYsNanZwLQ2ITWoZn0QkWDJvgRLYmJ2zCmxhJbF3pCN1LPAdaUllvz2B5ofOJSQpnS3AkBXSrDk6dFI3/b2NO1WC6OKlfHSr6o9jXbVryImhKWPsvtejLRmfrqMWCIlMq1NSHP6WodasGRfgiUxMTvmrFiq6G6N0U+iXbPFvKlIKe2w9FMBb/0ubQBwMKjivkBPk/TnLLyc6/pDvHdSpARL6Fy49caEsXEfBJ4lm9/OMVZkTjZAMSEswS2veE9fRTqWPszmdzf28U5vF7qYeqqkX7e8Pc1NJ6Vgyb5SC0tv3rx5JiaWKcz442JnxRJaPcT6RIN1QyvbvEF8w4hKVSo2sqky5S13DRix9Gimm6mOLvWKvzpVGujpyI0pFbLYuqlBv/caNY+9309XCrHUM+YFTmoVAzKjVzVX18alyzepWbnBsRDr920QsYTh1riEsWTR2mHWYVTSsdSinvVxR1tH2XiaA9o91spC/W1PRixN6l7dNJi69EbeN6Uilp6KiWUKyyRYKlu+sfrfRq/nueQtloSf06LdAZY4a8SSHfWKefLbPsMjw9sb7sEzKiD2l6do8UDr7eNKKcQS6cv8ftY76BA1yc/0cUAs+1iey2dFpn0slS1vfWKFksJSzC3gVtS1bWDb2w4NrbekHw3xUAmTEUt2ZGznvZJgSUzMZJkESx9n9ztqiJv6SxbSCEuFS1pvXYMWCb3LvEBxL/261pNo1y9jn5eqlEIsoW/z+szoXU3/IZFJT6Nde3jXMT6DFdnHEprQsYaehCGFpR/yW69YomIJ3JJevIyVavT3x5gXAwqW7EuwJCZmMmfCEhPwe9MroDvTKgAG01r+vW9NtaxVKhRToVGNBnqJHa22PMuu2Td5fEzlNtWhUV3SI/3j5lGVdB/ia/toT71my5j3oOsa066mvqpN3FW6chT2vjlFq3MxssJ38b6gIhNqVL3BHxM8Hs50I1V6s8By1e7O9AobR1YqUMLGz2y7NLF6DoFMaxHkuxDhrtfxqGDBUt2q1mG8FFXBhDpd4PnaZK0aqlHZEmdHtqmll9iRsZ33SoIlMTGTOROWfszv83PBGBXw+dBWZLRWKKi9Ru/TnL56iR2RJ1H5g6x+pnKb+jyX71e5rc2SsugOxNc3ea0bfp0nzlN5jI3Ef8KpEgCgs6rOTwV84t9xp/RxDr9shb0LlvQqXMorf/Gm1EyIHDiv7/SruP7Eys84jLRM4ZcGV7+3gUarWKvXVC9XNHbTjoyNvFcSLImJmcyZsCQSZT4JlsTETCZYEokyUmmBpbNnzy5btmzJkiX79u27e/euer3ekydPzp8/v23btlu3bj1+/PiPP/7Yu3fvw4cPKdc2S1W7f//+kSNHNmzYwE7TaBdGo0ePHj2ysyPWHjp0aOfOnXRfK8oIw8NTp05xdNavX3/u3DnG/8SJE1u2bLl27VoKR4mmjh8/vnv37jt37ly/fn3r1q0cdIZFW510o8GjR4/evHkTxy5dukSDNMvpxEm1Z88e9qLVSwMTLIlEGam0wNL+/fsJHIsXL960adOgQYPAz6RJk65cuRIUFMSqsWPHEqBnzpy5LsZSErkSMhgwdepU4texY8fmz5/Px8uXL7OsWHX48GE+svbevXsEZfXucEIqYZToDC8vXLhw8uRJtqLw4sWLbHLjxg02f/DgAY2zlsjOWoImy5QTQAnH9Pf27dvKgfhG91euXLlmzZq5c+dqRRlhhHi4OHr06N9//71v3744v3TpUv5OmzaNiK9VSpbt2LFj1apVHHfmARMnTqRNDjFjq61OouEnDfr7+zPIV69ejYyMpMEZM2bQ/saNGxnDtWvXalXTwARLIlFGKi2wpHIgAgexuE2bNgR6sMRfgHT69On27dtDI0IMqcPw4cOprG2WekY07N27NxACHkyrgQ27Iz+Ijo4mf5oyZQrUmT179qJFixYsWEAMPXPmzLhx4yj57bffRowYQfn48eMJiCR84eHhkydPDgsLg3OspZDN58yZc+DAgaioKCIvq3bt2jVv3jyq2cmEoC9Uo+O4oRVlkOEGw844DB06lIFilGAz+ZOCbvKMw8340AjHFIRPnz4dzjEmdjj9TmOuwKFhwA8ePMjYMoDqLfgkeYw846/VSwMTLIlEGak0+m4JHhCk+EvIIzwR5Qn9RGRSCrDE/JeIP2vWrDFjxqQFlpiw9+zZkzirXr26ZcsW0pSbN28OGDAAcgASIh3+MBknQMMhnARLxDscxlWSpM2bNzMxh0PLly8HpRCLDI9QS8Dt1asX2QZt4j9RmLSD+fvq1avZhZ3Mj8BNjKYODrCslWaEMSz4T9oKlsAz/ixcuPD69esp8YptmXkw2uAf9DJKpIbMQjgQWo2kG4MZEREBlnAV5ikscaTAHodjxYoVdkY7hSZYEokyUmmEJSaz27dvJ1odOXKEnIlpL0GZIAgPJkyYQCiECoTyHTt2pEVwIfJCF3Z9+fLl/v37wxUiLxGNcAwFIyMj586dSxZFJgR4mIDjm4qhOMwCoRDqgBwosnTpUlwlzQJLzNkhEHA6deoUGRipEn0ESwRiUkOFYc2DeAYUScIOHz5Ms3aqpYORhcDgCxcuDBw4EGfwnK5xIOykeokx2iEDA9UAKTAwkJEHUaTI2uqkG6MEhxgxUjpmEjQI+Zgr0Cb7ImEVLIlEmVNpgSWCO/GOCTjLBH0yJGI3UYaYziSXVAlsELyIYim5cGTfiGLsgpyMvAcUbdq0ibwHnOAbyIQ6LOAJuCLG4SqsIjTjD7EP2IA0iAWTqEBYhChsS8yFRtCUj2xCZIRb5Fgqo6KbNEizmgdx7eLFi8ExRrUMxBLugeeoqChGho4DJ1iLV/QlJRfcMJIYRoY2WWCEOdCcA/fv39dWJ904c8iWOIg4xmyGMSeLxWEGkAFP9rdWiTHBkkiUkUojLCkzLts0VT8tTNtBwmaqw9TbtJA8U3uPb6yiZdW4VpQRFuNjnD7qXmFapWSZaiG+aauTbmxr9DO+afXSwARLIlFGKo0u4omJOa8JlkSijJRgSUzMZIIlkSgjJVgSEzOZYEkkykgJlsTETOZMWMpW2DtX0aZG5SzS9OcC3p/nsv2cU5vKHtsIC6ZV6JdC5l3YV7xXWvhlNbSQ0AsvPsjqp9cxKkcR758Len8V84TTRMiP+mpDdhpvrQ0xUGxSomyTap6WN+8VLGn7oa6f5LDtnkm/FDTvVD0xtlhpL9V+kVJeOJbQIIiUBEtiYiZzJiydC3f/c46rUc9mu96b7nY+wj2ia/WEHsJt1E8FvZ9Ea9s+nOkaf5N9ARX1xhMj08sjvsjleyHC6qR7zFsh4uvznL56HaOeRrvem+F2Kcp93fDKRRN4p5GuvMWa0n214d3pbu+K/n5tG9Y7NdGdTYiASm8XurDh6iGVsxeO04vyvzbRXbKjvTEvqdJVq3LD34MqPp7l+q/+ztyFLg9nuu0c45mnqI1XbIiUUgtL//zzz19iYpnC/v77b+20dnws6a8BtKk/Z7t2aFQ3oRc6KBnf/I2CO5lfOGR83XhiVKhknIBbqlwT/a19KKyrjRcaIeil10lIhKphrWqZNjRqROs4r9fr3tTyzlyb+jK376w+1XRaxNetaRU83Bvr9V1dze+otamjIRVVfYg4qm2tv+abK+hiTLwtL8nV2hcZlVpYEhPLlOY0WPpvkSVqKxlfpYrGtrNNAqWl/lWMldn8y9xx3vTzxwQPvWUlY/umVahgnGzJb17/anpl9HyO68c5bORwRiwZ+4JM3WlleT2gbdAeCKxorEkq+WE22/liYHsrwGj/1TxLWgbFjQQFKtlicyYjlkzuGXV4goalulUb6Myj/ut5lhfpojdxX5tb7td35H/vp1KCpQ79pz949KdIlIk1dd5W02mfPKU5lgiCrRvU8/RohHxq1zsQ6KnK0at5LjUq2f73/iaPD7FYr4lox9XVmiWgMuWbqGZ1XYxy1+vXr9bAtNZ4GfDnAt5v4mUMzeraeO2sEUs43LB6/dgGG3ZsXPfGFGtSSEaSxRaW/lfQ25SdPJ/j8nO8L3sQm9+d7qZXm9S9eqGSXj/k8/mlkHfVig0fztRWgZMRrbXkzIilLaMq6Z01ibGi8ofZ/G5Otba/ekiVEmWb/FTAh9GAQ4eDrOxcOdjyCmCRSSnBkkgkSqTSA0vFy1hfmk6WENalup5n3Jnu9lXcHEipv19tVcHSQkwgQOFdq5uqmXQ81BpYf8xv7yWqvnWsVwhVoEGrhtiIxUYsvZjrCmOMaz3cG+lrIYp6P6xJ0EVVoNd6ptLLx8Z1vNLlrIw5Y8mo4rTm5tZYd/XaZO3N5UYsLRxQVa9sUwVKNNUr35nmZnp/bvEyTXT3WGtcJVISLIlE6aD0xhL6NIfvizlaJsRaNzfzvQZZsvnq3xsRyneP0xKsNwtcPslhDzaJx9JS/8qq2pNZbnP7VVXLD2e6xr8KZx9LX+W2rn08y029/T1OhTw+T6O1ztLrCxFaPvdstkv863i1KjdUa9HqoTDS3NqdaRUYMaXPY5K/JGGpRFkvvfLJie422p/uprdvWiVCgiWRKB2UAVhCnRvXUWvRvH5VTGstV/BiuTWtZ7V+hsypRT0b19l0JRJL3+fz0bm4oH9VYICT6mObBnVNle1j6X8FvPW1dDn+LXZlyjd+G/u1zdBWtab0sH6hVdHdzOMf8vu8jc2HXs1zrV2lgakCKMIfJQWVJGHpu3w+er71Zr5Lu4Z1TQnT57GNx7RvLRcpCZZEonRQxmCJ8KfHxwcz3EzT9gHNaqlVxOjiZZrkLabFArTC7nceicOSX/9mVs41r1cvW6Gm+vdMFyLdP8oeJyIToPXKcbHkBz6HtdJcRWuGwlczliK7aVfwXs9z+Sq3T9ny1gtlQR1t3PGxY4z1uzc2oU7pco3t3E9vxNLyQVUgbnx9YriVY07fqvoVVDyBym6ujb/OYy+zFOkSLIlE6aCMwRJ6PMt6R8PXhh+lfpzd99U8rfzudNeYiOmnX8d7Gu2q14yvRGLp4HhrtRxFmlJyJky7tsau8xSLcx+5EUvkPZtGVlo7tPK6oZWPh3rQBZ2XN6e4fZvXvMevcvvqqdIfwR4xhdZ9sYmxslLpck30hAmBkL/mu9ye7ja8dS3TV01KRiz9vcBy5318tW5gTTF/Kej9bLa1fbXVw5muE7vUsH/ZU4QESyJROijDsPQg9r4yZHzwgatrY718+xhPdZWpY6O6emGnJubrbLoSg6VPc1jv8dsxppIqbFSjgSoBA9284tyMYMRSQjod5lG4lI07qv3q1NfrRHTT7tcI7lRDL2xQ3XyZDnlUaGS8X07X41luk7pVN11FNGIpIXVsHOfKZ5FSXocMN93pYljm9atqorLIKMGSSJQOcggsZTM8W2hsO+sPd7xrafG0aGlr8D0fkeCPfhKDpUHNtctuEKhhdevvRh/N1Fh1JSrOV0SJwRLaE+CZI+7zF9DigdafXlWMfYqE8b4Gsi69slFZsvpN6l5dH0Ojrk2uUKAE46l5mAwsIRKvAc1qX57kbszMlCip5mn7gRciwZJIlA7KMCw9MVzE+yaPhhlyozvTNFw9nOmq4+Gj7L4v52qVX8xxzZbAY+XeiaXPcvq+mqft9/kcl6wGkBi/1DHejGDEEj64ujYqUKJpjLyqezbcNda61eEJFY3Prfg4u59+D97VSe76qs9z+upfZd2eauc+bL/v8/lUrdhw2+hKqrKux7NcsxbSPDdiacvoSpU8GsVX1rgJVqz8vs7j6+bWeOWQOD9bRozwry5xfiImUhIsiUTpoIzBEhzSv5WJuS1bK69fTbuYhi5EuPfyraPrkOELoW5etq/jvRNL5X61XiF8Otu1f7Paevs7x1ijf4jhQUcJ3/Jg0Vd5fMje1Nq3C1yKlLL2tKuX9W7D38dX1HeEzsZ+vcTg1Kj07tSkaGmviZ2r6w96IM8b1cbGz2nfeSdeQspeuOmgFrXuz7Dmr2uGmG+PFCHBkkiUDsoYLPXwNt4gbg2mS+I+cCgh3Z3u9qGtp52+E0uj28R5Nl1COhfurt85bR9LaKjhZryBzWurQuNPr+zrfITHBzGJFHvMVbRpvuKa4v8yt1X9evpNdDemJOfntDivtx//Ue5VKjbS279nuT0yzloREiyJROmgDMDSN3l8HsVeweOf3HjF7MYUG1/121RFw+NKddnH0kfZfY0JgR3hMzFabfVOLA1qYb3dfGw7LYn5Nq+P8fnf9pW/uGV8Ps3pe22y9cuk8r/G76Cf/vwhpJ6OkSQsLTF819U83i/A4KJ+XBgB01oREiyJROmg9MbSV7l9J3evps/Kb06p8HXsw4fqVLHeC0D8PRvuYZL+tROy+aMf+1hqUN16hfBZtKupcWR8wF3MzQiWfMU+lsDP2XDtihzyrq3dQ2G8gofbph0hI2DaN7Jck4QKe2Lvg0dDWpofSf5TAR/91vk3C7SHRCQJS6PaGn9lZb7b4rt8tK9h6a/5giUbEiyJROmg9MCSm1tjwjcBvVmdeleirKGf//BK7vq/t+/p2G9cgFZTW+9WKO/SWOfZlUkV9OtsuuxjaUF/a64Q2KGmaS0qVdYa4mHJF7ksLcTFkkuBEl70RamSR6M/Jliv1BHTP4354WqWrL76r7JwuHgZG/eO163aQO/LEcvjvS19qVPV+rwJ1M+v9pe5fcmiPsvpm7Wg98VI69BtHa3d2m7E0rJBVXTfTFI3lRh/zItCO9f4Jq8PjbMLpgurBmkPZEKnJqpfWYniSLAkEqWD0hxLdmRMCHIUaWpNBea78P+vr9IFh06HWTFQu7I5NNjH0i2DSzbvNPs4u9+92Ad4/7tQu45nxJJ9rRpSWZGSxvVCHW8mZclmvecQPgGMmHI/4z3llD+Y6XYh0v1SlDuJml5OZNTv4TZiyY5IzlT7o9vU0nHIwpNoVxpnF6ZLjv4ttC/JREYJlkSidFDGYAlCdGgc5246n9pxvs//OO4TgHQZf9W0bpj5YaZ2sNS4pvWXrZejrHc0mNStqfXi24HAih9k80skln4bXunL2JsIRrS2XivbPqZSQvsy3t+hv+SQzGb10MrGnMYkcrLQztX1282TiCXLc3Kn9aymX6yzqTl9qib0y7D3XIIlkSgdlN5Yehztykw8JurFCdZHQ6xEGdDM/LWKrqoVrd8/wTbT83gSxpLfyVBrmjU43tc2ur7P563/QApMFijR9J1YOhPu7unRyMge450LfrXNdxboat3A+uiKE6HGi2Z+lTwa2RzAy1EVXCwvnbLuK6lYipFfkVJeR23dKPhwpmtVTwJunFEV6RIsiUTpoLTCUtHSXqXKxVHxMl45ijSN/4xtREw31ox/77KuT3L46tVKlvUyJSIFS1obMRKLasUM/th5MilZiLHml7l9SZj0j3FU1qtgiaY/xLtUaOqL8TGpJn2R29qX+PfQM1DAo2blhl61GqCalRsxpPFH7/Oc1kbsiE6ZNqSn+Us0rebZSLVfp2pDqqmXZYgSkmBJJEoHpRWWRKLMJ8GSSJQOEiyJRImVYEkkSgcJlkSixEqwJBKlgwRLIlFiJVgSidJBgiWRKLESLIlE6SDBkkiUWOlYOh5ScdvoSumpXeM8r0xyPxHqIe8cEWV6CZZEosRKx1IGqnYVSdREmVyCJZEosfqxgPfM3tUOBHquGFwluk+19BR7FCyJ3hMJlkQiJ1DBkk0FS6L3RIIlkcgJJFgSvT8SLIlETiDBkuj9kWBJJHICCZZE748ESyKRE0iwJHp/JFgSiZxAgiXR+yPBkkjkBBIsid4fCZZEIieQYEn0/kiwJBI5gQRLovdHgiWRyAkkWBK9PxIsiUROIMGS6P2RYEkkcgIJlkTvjwRLIpETSLAken8kWBKJnECCJdH7I8GSSOQEEiyJ3h8JlkSi9FCWbM0/ytky2fpf4Waj29VDRUr7mlaJRA6iD7M3N532yZNgSSRKD/UcNuf/xMQytS1ctc902idPgiWRKD0kWBLL9CZYEomcSYIlsUxvgiWRyJkkWBLL9CZYEomcSYIlsUxvgiWRyJkkWBLL9CZYEomcSe/E0r8xpn2wZf/9998/MaZ9ToSxyZs3b/7++2/1kW3fvn2rlpNnykmaxdSytiJDTbmkfUiBZWCnjF1ggcPEwVIlrOJjhniVVBMsiUTOJPtYevjw4f79+/ft2/f69Wso8urVK0KS0ahDYIqOjg4KClKYUYVqrTI+Er/+/PNPtazWjhs3bunSpWqZhWHDhumUSobduXNn1apV9+7de/HixcaNG69evariKcZatYDpy6bCtDBa3r17N46pXcTsKo6pau80at66dWvv3r3Hjh1jiNS28U2rnarGQd+1a9fTp0/Vx2fPnoWFhS1cuJApBcPLiTF48OBr165pHhi6qerry/pCRplgSSRyJtnH0qBBg06fPt25c+czZ86sWbMmMjLy0aNHV65cef78OX8hDXPnmzdvbtu2rWXLlkSrly9f3rhxg3D25MmT69evP4gxQtLWrVtpSicTW504cYJoS3S7ffs2Mbdhw4Z//fWX2mky7PHjx7Vq1Ro4cCCODR8+HBjgCQ4QSfEKSrGAn0AL94ArmyhX1XJa2N27dxkT4jhdpr98VHRhv+CTYaFQq2rX8HnEiBG///57165dGSvGFrfppjoEdIpu3r9/X6udeobbYNXb23vdunV8hIh0Yfbs2WPHjlXHl0Gmg8ASMjF9YS11YBhOMub0jgqUc4iprApVy+lvgiWRyJlkH0s9YmzPnj0Ex549exIZz507V69evcOHD/N3xYoV8IbYFBwc3KJFC4ilAnH37t3Pnz/v4eExceJEd3d3wijJEOAhgBKkaJb41aZNmylTptBO69atQ0ND69SpkxIs4d60adNatWq1fPnywMBA4iAf8YSoyk7xfMiQIc2bN6cvoItEjSjZpUuXmTNnMt8HllorqWd0c8mSJYsWLWKn+EY6CCwZopUrVy5YsABnOnTosGPHjsTkEICTfjGAJ0+eZHnMmDEREREciCNHjtCvAQMGjB49Gn5otVPPoAiucgT9/f1hTFRUFAt4jgPHjx/n8JE2cUwPHDhAX3rF2JYtW5jBjBw5csKECXQ/PDx80qRJf/zxBzMSltPCyUSaYEkkcibZwRJBkySDDCl37tzEFKL89OnTCbiEJHKddu3aEWRhwLJly/bt20foBEXly5cnVjZp0oRZM6QhTalatSr51owZM/r27auYpFomwEEOIuysWbOIXCnMlgj9TORJKdhpnz59SJ42b95MklG6dGlSCpwEDFOnTiWw4nnHjh1J73799dd+/fo1bdqUhENrJfVM8YOwTg536tQpojMMJmSTW3Tr1s3Pz8/X1zc6OlofEDvGWJF2gKWCBQtu2rSJBmmhdu3aDBoJCsPL+CcGb0k1MrCgoKDJkyfXr1+fHTFo7B3QAnWmI3zkeHHQgSXjPG/ePHxYtWpVlSpVWIXhFTMSzhnGv1q1au3bt798+bLWdLqbYEkkcibZwdLbt2+Z+RLx+UtIAiHMnZlEE3TWrVvXoEEDUhN4Q6q0evVqUgHiu6enJ2HozJkz5ENGLMEegimBTAVQ/jKDJuQRvAjfIITc6/Xr12q/yTCcJMq/fPmSKXypUqXwATSSilWoUIFoGBAQwI7AEqmSwhKpRs2aNXHvwoULKcFhQkaKRuy+du0aqQyhmfEhgfjtt9/wkP4yjA8ePCBj02rbNZxkZgBoYQAJFn8PHjx49uxZZgzAleNCd+ivVjv1jIkIjTN6tL927drevXtDWQ4ZPaIcN27duuXl5cV4gkxWcUz3798PcXGYlHrx4sX4yeSDcaD7UJnx15pOdxMsiUTOJPvZ0po1a5jpE+uZ/kMXwvqlS5cIWEyQyXUgASgaPnz4xo0bQdfFixeZL48dO5b4S+LSq1cvwijlRE8SKSIUuQLsAQNQREVnpuTMvglbBDsIkZjswaax7fjx4wn0z58/JzciZDN/h4X4SQxlF7CT2Mr0n4COJwCDchVhIajWSioZDRKmcQCWkF/279+f/RLB4TShmagdGhpK3xOZpTEPYPzZEFcZukOHDuH2kiVLyJYYwwMHDpACkimm8FZGkzGAUVFRW7ZsgT2MJ/6DnJCQEKYj7BTqsEcsPDycblJCjx49esTBpePUpzLg5wzhyNICg0BlOq61nu4mWBKJnEn2v1uCTMqMy8k20hdiFpCAZ0RbrdRgaqfJMG37ZJnWROqZ1q7BSA3Jn0gsSC5VyqhM2+BdptW2exRUzdQyrdEk2js3VI2nvwmWRCJnkn0spa5pwSnGtKL3w65cubJv3z6oTDKnFYmlowmWRCJnUnpiSUwsQ0ywJBI5kwRLYpneBEsikTNJsCSW6U2wJBI5kwRLYpneBEsikTMpPpa2b9++QkzMme3UqVPa2RxjgiWRyJkUH0vt27evKCbmtObp6TljxgztbI4xwZJI5EyKj6X79+/fEhNzZnvx4oV2NseYYEkkcibFx9Lz58+fiok5s5me3CFYEomcSYIlscxngiWRyIklWBLLfCZYEomcWIIlscxngiWRyIklWBLLfCZYEomcWIIlscxngiWRyIllH0sPHjxYu3btrVu3WD527Njy5cuPHDny+PHjS5cuLVu27OHDh6pahtvOnTtXrlw5Y8aMJUuWnD179smTJxTyd//+/ZTgMB8fPXq0Zs2ae/fuxWyRtsYeDx48uGfPHnw4derUqlWr1q9fn7xd379/f86cOWxOUyxHR0fTWfqi1nIIZs6cefToUfUxtYz2t23btnr1anzesWMHY8uutXUxhjP79u2LjIycPXu2WkVNNlmxYsWJEydUHTuG23Rq79692ufUNsGSSOTEso+ldevWjRgxAgjBp7Fjx54/f3748OFnzpyZNGlSjx49TKEqA+233347d+4cHh46dOj48eP4iZN37ty5cuVKaGgoQL169ert27dBRfqg9OTJk4RsgEH4XrRokXon3u+//85HrUaiTb1LsHv37ow2+BkwYMCBAweYKJw+fZous3bq1Knwj7WU0HGdWCkx/ITojRs3ZjwPHz68ceNG2qdxkK8OOvuFtazCFG6hFP2FSVu2bLl48eLly5evXbtGfY4Cx4JyNsf/u3fv8hH/586dS7OcV2CbjlDOoFGfamzCMmedmk8kwwRLIpETyz6WiHGTJ08mQBBl/P39+dinTx/iPuGeBcfBEvEL34KDg4loEIiZOClFREQEng8ZMoT5Ps4T70aPHq0yv7Q2/AEVZBIs4xghHnjcuHEjGVjCSPJGjRpFTCfiT5gwgYXdu3ezTAfpFNDi4/z582Ez+SJrk7cXk0EL9UZ8wLNr1y4mKEuXLt26dSs0UqM9b9480Ms4q90Bm379+m3atImzgr9kdXgSFhamzhyGgrSbBaqxvH37dhwGSxs2bKBZuqBeZLxw4ULyrVmzZlGBEYNSypmkmmBJJHJivfO7pSlTphDc4dDAgQOJRwpLRNi+ffs6DpYwfCOGMukmUKoLj2QYxDUiI9P5Dh06MCUPCgpKHyxhZA/QUS3jBvklJTipSpJkIGHZsmWkF6CIYE3utW3bNgqhLKFfxfT+/ftDglTEErkXEKJBxR5mJ8APxkRFRTHI7OLmzZtkRWCSmtTnZODEoJu4QU3+spbKDHhgYCAjQLYKeOAofcF/sASTwsPD8R+D3OPGjfvjjz+uX7/OTAJWkXvBMOVMUk2wJBI5sexj6eHDh4R1Js4EHYIgUYmQAZOION26dSPipEoETLnhBrFy7NixxEqi5JIlS/g7ePBgPCfPYLlLly74TBeuXbuWDj6DHyLvtGnT1JdzFy5cILcgh0gGlvCWBAKkde7cGfyAByI4HWEZJPz++++EfnAVEhKyefNm4jj5orZlCoydgjeyGTzv0aMHC+Qx/IWI5Dp0ihPj2LFjnA+hoaEMMpvglaoPOPfu3YtX+Dx+/HiSV44LcwJOIRYOHjzIRIeacIsscMGCBatXr6YFjgvQIjOjGm1Sjb5wTJU/STXBkkjkxLKPJUIDU36CCMGCMMT0lmhFVFLT55MnTzoOloiYRDpm5Y8ePdq1axcxmmB34MABqEBiQaBkFSGVwnTwGTYQcwnlBG5GjHHbvn07hcnYNSNP4D5x4gSNQFaIu2fPHqI2H8lmiOOUgCV2RE/peLJDudHAJyOmjjvkY+/MRQCh2hG9YJChzvr166ERy2xClsNaYMw5Q2JE99UdEHSfYecvbZIMUY7nHJ2VK1eyOYk4JQyOIjdpFmcXDKPLtMzelT9JNcGSSOTEeme2RGjAiCkYIYO/RCVVmD63DyTGcEm5qkIkf3FVFSrDbQpVhWSwIanG7mJGSNsdzijHkmH65pg6BBgLdIoS/qoS1VlKtM1SZqo1tSNlFFKC6aNHoaqgPmLsXXmiNlfuYYwDf6lAZVVi8TjG9BIWqEaJcXPVbDJMsCQSObHe+d2SmJjTmWBJJHJiCZbEMp8JlkQiJ5ZgSSzzmWBJJHJiCZbEMp8JlkQiJ5ZgSSzzmWBJJHJixcfS69evX4qJObMJlkQiJ1Z8LP0nJub8pp3NMSZYEomcSfGxJCaWyUywJBI5kwRLYpneBEsikTNJsCSW6U2wJBI5kwRLYpneBEsikTNJsCSW6U2wJBI5kwRLYpneBEsikTPJPpb+/PPPnTt3vnjxguULFy6wfO7cuefPn2/btk29qUFVy3D7999/cW/v3r1btmy5devW5MmTnz17plYdP3786tWrq1atOnDggCpJB/v7779PnjzJrtVHnMGxv/76S31MkrHVypUrd+zY8d9//71+/XrZsmVHjhz5559/1Fp2FB0dff78efUxtYz2f//9940bN7LHP/74Y+vWrSbnqXDs2LFdu3bhzJs3b6iMhydOnFCOXb58efbs2WfPnp07d+61a9fUJjbt8ePH+/fvf/v2rfY5bUywJBI5k+xjiXATEBBw//59wl9gYODdu3fHjBkDADZv3kzMXbp0qekHIhllT58+DQkJuXHjxqFDh+7du6de9U1wJErCKkqIoZAJn0EswLhy5crt27cJowREekfkffnyJZsTZwnBwJgG6fuTJ0+S10EaJyIvXLiQZVqAiKNGjVJ0T6qx+eLFi3v37g0YwM+wYcOYGUAL9RY+eDx//nyWYcPp06evX79OibZlygyo+Pj4nDp1irHCfwbq0qVLZ86cYUe4xPmwbt06kBMeHv7gwQOmKdRn2FnLtsxX6C9jiOdHjx7dt28fjj18+JBxhkPUpEHOJUaYtZhgSSQSWWUfS4RCpr3qvUEjR44kyvv7+xOeiD7r168nrDgIlojXS5YsIbrhIUZMBDAAlfhIZCQaAqRp06aR4U2dOhViLVq0SNHr5s2bU6ZMgU8rVqwgBB88eHDs2LFsRSEhGLQkjyV4QhqBSyyTvQFCwnfymsIgJdBlNoB7kZGRjD+RnfZnzpxJcAdLRHb8p8ssX7x4MVUOCiChNfJOaEf7JMokT1CftI/esQvOAegLekEUBFJvdmfw2ZYTZsKECWTVDD5Z1PLlyzlADCZpK/VpYdKkSYw/m9CR6dOnJy+PTLwJlkQiZ9I7v1uaM2eOwtKIESMIOoMGDWKOTDwiYSLuOA6WiKHER5ZxiZjI3JyoTQQnSYJDYImoSvZD2gF+FixYwHJQUBBk7d+//+oYe/bsGeUwjFjfo0ePtWvX8jHZLAF1ZJPEbkIz0ZwsB2AkL5WBpps2bQJyYInDQTv79++nBO6yTMfxeciQIaxiDkGXU+WgkDuyO5xXIKdlQMiozpo1i1yNCnSNTBTScFa8evUK9IaFhXFKsErHEi5x2oA0xhw/6T4HBW/B0p49e2ASzGa6IFgSiURW2ccScYQwRJgm4hPECTSjR49mHk0QB1TGLzky1pitDxgwgEiKq9BFYQnPyTBIIwivuEpghV4kUleuXCEUEk9BBUGcfsEeQEsdkgMCPRXImWiTBhXqkmqAgQxDZRLslOWBAwcShZOBJZoiWyJl6datG+3MmzePdgIDAwn0ERERKgsBG/RIAfXPP//UtkyBsVMmHwcOHOAoM7AgZM2aNbt372a4VFZKvxRszp07RyF0f/DgAYOmvtLDjXHjxjGA+AY+8ZaxVTwDS6AI0IaGhnKMGGHGXHEu7UywJBI5k+xjiQjCfJmoxNSY6EM0IdBTGB0dTcwlTjkIlgj3xMd169bhEvGRLAfqkKMwhf/tt98I69iuXbs2bNhAOSGVjzt27Fi2bBnzeiImdcAS9VeuXEl2RVQl9NMaiEpeB8ke2AWtEXkJ8YCc4SIEJyOPYeRJTCElGLh37x54AE70a9u2bfv27QNLlLDAjgAAAE6VEE+v2QvHnTzmzJkz7B3e0DjpEcNLLygnm4SRZIQMF6vwB0qp4aI+QMI3pi/kqeoiKmvZnNagGqPNeUUjFC5atOjx48dqv2lkToalT3O1MJXEV5ZszT7M3jxLjD7IZl4rEjm13nkRT0wsdQ3CMT8AWsmAdPLMmbBUuUG/rn3GZC/d0VRuUoNmg7r2GUvNLr3HtO8+qo63/7eFWpvqiEROKsGSWDobOR85d3rm2c6Bpc/ztvJtNzQkNCIyKmr0uJBy1XvaSYN69BsbFRUVHBoWEDRxYlgEGj5qQolK3Z03cypcoUuz9sOylWxvKhe9hxIsiWV6cwIsfZKrRYuOwyHNpFibEBJerlpPUzVdCku1vAdmK9UhT7lO3m2HhEdEjgkM/aFIG1NNZ1GjFoNDJ4a71+1jKhe9hxIsiWV6cwIsDQ2Ya0CSZuPGh+Z36WyqqaSw5Fqrt/r4We4Wg4YHRUZGla6aIMkcSh9mb1aoQpdPc1u/Rfu5eLtfa/T8Ml9LvUT03kqwJJbpzdGxVLdl4J/PX548eXLKlCkakWKt/+DAT3PbiNQmLKGufcZQ4lbbWqKUJXuzbwq0/q5Qmw9zNDetouXvC7f5Im+rDwyFWbI1+zqmPgmcXmjUh9mbf5SzxccxYlkvYSFLtubfFGz9mcFhGmcXn+eN04WPcjb3qNunR/9xrNIbYb80ol+ExKWv8rfCDZvdF2VuCZbEMr05NJaI/iFh0+7fv//PP/+cPn16+vTpGpFijASoSsN+RmwombD0Y5G2o8cGU7lIhS56HUt50bZ+7YfCNv+h49t1HZmzTEe9qeKe3SAZ5b0HBNTz9f8qXysKfyjStkmrIf0GBQ4cMr5Tz9GF3DpDC1WfhTzlO3m1GtK51+jufccq1fQa8GW+Vg38/Nt2HflT0bae9fr2HxJIhQKunYFTlUb9evYfxy7461Gvz8cxnAM8rrV6jZ8wMSQ0nHIaqe/n/1GO5i41erFhvl87UQeONmoxuO8gi9s4WapyD90N0fug+Fh68+bNX2Jizmym+ykcGkvFPbtHREYuWrTozp07ikzTpk3ToBRjwSER8e+yU1hq3WVEpQb9avsM7DNwXGRkJBGc7ESv80uJ9v7DxgeHhFPeocfooOCwISOCcpWx3OOXvXSH4aODx08Ia9dtZK8B41go7NGV8hYdh0+cGDFg6PgBQwLBxtjAUEimWitXveeocSGBQWGgInRiROjE8K59x1Rq0BeEgJbxQWHwbNCwoMHDg8LCI1l2q90rODRixOjg3gMt7eOGR10LRHOX69ir/7jw8EiqDR89YejICX7thoKlur7+E8MiSlfpQXoHqFimKcgUGhoeMH5iQbc4uBVlbsXH0vPnz5+KiTmzmX4E7bhYIgno4x+g8LNw4cK7d+8qMs2YMUMVKitfvZdpQ4Wl8AhLcCdJioqa1LXP6J+LtTPW8W07lODuWb/v1/lbg6uSlboBj2bth7FTl1q9QAspzlf5Wn5bsHWJSt3/V9yybdPW4KT3D0XafF+4TaOWg2mXXI1yUrq+/gHDR00oXrHbj0XbudftA7Hq+Az8LHcLsiWwBGY69BiVp1zHn4q2q1i3T86yHSvU6U0SlrVke9ovV60nUOzYcxRNfZ6nZUHXziPHhsDIPOU6/VSsHRUo17H0YY7mtZoOwG1Sve8KtanWuH9ERCSgoo7oPZFgSSzzmdNgCZAY73SYO3cuud5///134cIF49W8tt1Gmr4ZUlhq121UraYD/YdZbnbo1Gs0jNErfJan5cgxIaPGhnxXqPUnuVsokbiQgnyVvxUpy7jAiWPGhZSt1kN9LaT0bSHtRr4PsjUrVrEbuwAtfPwib8sxAaEtO49Qa2mh36BAfPg0d0uFJRwoXqm7Wqv0df5W+pW3rwu0xhn2rj7+WKQtudrAIePVlUMlHUsss60q/CCr5cohBPVtN0yViN4HCZbEMp85DZbKVe+pkWfSJDIkaPTvv//yH0jOdPHixejoaLVq3PhQMGPcUGGJzCZL9uZkNh17jCJf8Ws3TH9CBGlKwPiJBPRBw4MGDdMUON5yHe+HIm0BBmlQYNDECcFhrTuPyF66g97yRzmbF3DtXNfPv9+gAHZR328QhWRL/QcH9h88/qdibSFWEfeuII1k6+OcWrYUNCHsfyXi5GoIqGQv1b5yg76de40JDYsgL1TlOpbYVq9sxBLKkr1Zvl871/Ie2GdgAPkgXdNrijK9BEtimc+cBkt1fAYq8EydOvXIkSPkSTdu3Fi5cuX169chE5SaM2cOa8mofokb9BWW9FseQMLQkRPCwiMtP8KNKaE+WBoyckIRj64F3LooFXTrSvLxcU5L4vVxjuYlKnXvPWAc6OrrH6Au4v1QpI1vu6F8bNRiEHmYjiXarFC79+hxobCkffdRI0YHjx4XUtyzG6sUltiX6RIiJKvWZEDvgQEtOw13q9V7bEBo4rH0TYHWXq2HUL9p68HVGvenXLD0XkmwJJb5zGmw5Nd+qMLS/v37yZNevHihOETmdPPmTUqglLoDggTFuKEJS6hU5e5gadCw8V8XsHxVAxWGjQqGFuRSep34+jxPS+82Q8PCIxq3HPRh9ma+7YaND5qY36UzHCpcoYuOJfRRjuasZRcjx1jypGKe2iU7haXAoDATlspV6zFxYgRQ+TB78y/ytmIrI5bwLSEskcnV9hkYHBKmHlqRq2xHwClYeq8kWBLLfOY0WGrdeQTIUa8uhkmLFy+2MCrGFi5c+PLly7dv36r3U5WurF3dUoqPpU9ztejWd2x4RGSD5oPUr38aNPPnIwjJ92un7wq1+alo2+Ke3ev6Dvwib8tfq/f0qNvnx6JtP87Vwr1On5DQ8PbdRwKPAUMCxwSEKrDBOYUl9bVW6SrdyZDq+fr/ULjtZ3laqpwM2cQSDjRuMTgiIrKYhyWjYu+jx1qwlCWb5cGy3xZs3X9Q4NhAC/++zt8676+doKOOJZY79Rytp18keSpbUj9vEr0PEixlSmOqfevWLe2DY9jjx4+vXr16584dtXz9+nW1jN2PMbWcKuY0WGrZaTjIOXjwIPgBS0uXLo1B0iQyJPU89itXrqh7H0rEZidK8bGESCwgBwE9dznLXd3kST36W+6Ro7Cvf8DAoeODgsN69h/7ed6WJDHjg8MGqCtyY4InBIe51upFttSu20jFgBpeA7r2GRMZGdV74LjqTfp/nLN5UY9utEw7VRr1L+DaBbSQP7GXhLKlivX6hoVFdO83pnrj/i07Dod8YwJCGjQb9F2h1h/naN6wuX94uOUW8J79x40YHZytVAcdS7jRpKUFaa06j6jeZACIYtl/2PiaTQcY2xdlYtnH0o0bN9asWUOAe/Lkye+//75q1Sr+g27fvr18+XKWjx07RrlWNUPt3r17GzZswCX+l7WiDDWC7N69e3ft2sX4MEpr165V785IxnDRNfX+iGXLltGUVvouY9fMtrUPSbdHjx5t376dufvdu3d37tzJwJqwQUc4Kyg/ffr0w4cPN2/erM4NeMPao0ePhoeHs0pVVkY1xmH9+vUs0/7KlSs3btyoVh05coRt1XKqmNNgqXHLwSBn8uTJ9B8IkR6tWLGCj4cOHfr333/h9uzZs2M4NSlvecvvTHXV8R7YsaflV6vGQuRep3fHHqPq+gxUzPimQCvSne79xpKd8LdR88HZSlmehUr6UhPw9B4Nmbr2HUPm9FF2y+bZS7Vv02UEKIJMZav27NRrtOWXsHX7fJW/FdgIGB8KISaGR06cGDF0xAQ48Vnulp/mbokzLToN/yYmx9L1Rb5W9K7XwABQV756r6aW74oCG7UcrJ4BQWXSqT4DA5B326Ff5WtVrlpPaqpu/likLUzqM3Bci47Dy1Xv1T7mx1VVG/XXGxdlbtnH0tatW0eNGnXp0iWi0siRI5mDDxkyRMXZ8+fP88+iwlCGGy5ByuPHjwMDQh5Bed++fYRUgiBk3b17N/N0Svbv34/nTEC1zdLMzp49O3Xq1FmzZhG+V69ezceZM2cSapKBJTYhxG/ZsuXatWt0kwjOMgeCWYLqDoVQ4cKFCxwLghs4oct//PEHk2m2ZWHbtm1qYqG1mAhTG3p5ee3Zs4dRpQXoeODAAT4CVyowyLgxYMCAHTt2cG5s2rSJ3gUFBcEe1nJuDBs2DIdZxisoRQt8VLCkJkeEQ7NkyRKWFb/pl2XHqWROg6VK9fsp6nC6cILi97NnzxhxFhg4BkitDQuPVD/u0fVJrhaf52kZ/3lC0Ihy4217WbJpT/Hhr37HNvogmyXRIaMCCeqinxLbflvQ8kwglqnwdQFLVlTP1z84JNy37dBiFbsWrtDFs17f3gMDQiaGu9exPFkVZ0w3Cip9lNPyLCL8YfnTXC1olhJ9Lc5TomddrKKRLLFX6miTVeqheV/kbUU7WWLAKXofZB9LRJkpU6aAJUK5v78//yl9+vThv4bAFx0dTYKSjDibFoZ7Y8aMYaJJ7GPazhSToEzIw9uTJ0/y303sY+3EiRMJposWLVLRM+2MgSKC4wbLRHBibkRExOXLl9XapBrbqneWE9/pAgCmC3QzNDSUJAwYkNHSX1gFAsmr6CnQIpqxR5A2Z86cBQsWJLXL6jed7IJoCUXgH83CPLIcesRxp0HWgiWWKWGEGWc6zrYXL14cPXq0uorIcnBwMP5jjAmohkzgk1SJEhw7fPgwG9KjmN2mjjkNlgq4dVbgwUiSGOi/Yl4g/+bNGw6ztmLSJHKaj+MRKN0EV3r0GztidPBPRa2X6Qq4dgGWzTsMF1qIUl3v/G5JYYlsY9CgQUQfhSUiDvNf/l/SOr4n0piwgx9C9vTp04cOHcrfuXPnEsTxmXIiIAERIM2bN4/JPkA1XZJKCyOawwNC9oMHDwjxxBx8UFE7qQaWCN+nTp0iwyB5BQxwiASF9kERa8+dOzdu3DgqQA6iGTgByRwdfIDWBH0YlgwsASHIodijYiaco1kyJ1WHAVdYYjaAb6w1YYm+gyuOAj7AS1ro378/LagEa+DAgVCTOsxvqKDaTBVzGiyRHwQFhzEiuiky0YF169ZpRZMm1fYeqN9ikP76MHvz5h2GTbA8PajPz8Xa/VCkTbaS7ev7DQoPj6zjPdBUWSRKuexjifAxYcIEOMRCQEDAiRMnRo4cyfSWmMLknYBFTNGqZqhBoM2bNxP3IyMjmYxjRGTCIsGa/27CNEwikwBXFJJY3L17V9sybYzojD/EE8YHTuAePhDlk4Elgn5ISAi9YFvaIfMg1YAZYIAZA1iihI8jRoygDl0jxIOQXbt2kUWdPXsWcgAGKtCO1mIijMocZVIxSANIaJNeMIDETD3xomsML25AKUhPZXipBvbMmTODBw9m73SZbcePH8+h4eThtMFnTFVmgSFi0rBs2TKyqOQx26Y5DZZQg2b+HLYY+mi2c+fO169fv3jxQp1DkVFRucvF+WIp/ZWtVPvu/caOHhcyaHiQ/7DxQ0dOGBMQ2qHHqB+LtjXVFIlSLvtYYhpOGCKmE4OAE2Hl2LFjhEJiDdGE6JOkYJd2Rg7EvzAz9wsXLty5c4dYSUAkXJIqkViQ2G3duhXnCaysJaWgC9qWaWNEZyIvGQBhHX6za/xJHgsZeaI2o80C2Sq8oXd0k84S2aEsnSI7ARuKVQCAowM/Fi1adOPGDapRSIUkHSkIsX//fnXc4RPDyIgRLRlJekQFWlPnBl1jL/SUqQB/qc9a6pOtMuYMAtXYEB9wj81hJ2v5i5P85RRiFQv0Qk/CUm7OhKUfCrcNCY1QQNKN0wUyvXr1imHqNSBAffuSsfo8T8ty1Xs2bD7Ip83Q+s0GlarcXf0sVyRKdb3zIp6YmNOZM2Hpg2zNmrYZQkqkESnWmBS8fPnywcMnecrH+SGt0ofZm32Uw/osO/uisvFjfMgl6Qqhuj+CTWgnSbzEDaMnxvsslIx3ZKAMvG4pylgJlsQynzkTltBnuS1PnNNwFGtRUVEbN22eOneLTfzkKdcxW6kO3xVu80nMa/Q+ytn8wxzNLa/Uy9Gcj5/kiilUJdmb/1KivbqzDn2Rr1WO0h1I0bJkt8R9Ve2rfK34y1ZZsls2YZXakBI2+TR3i6/yt2ZZ3VlHHXb6Zb5W/yvenqY+yWXZJGYrta1lLduqlpUPNMJC9tIdspaw3J6OPsvdsoCL5WVOMds2Z4+0/33hNlRjLY2jL/JavGKnFsfiMUyUiSVYEst85mRYQnnKdRobOFEjUoyBpQ7dR6kwHV8lK1teRZG7bMe85TvxN79L55+Kts1dvmPOsh1/LNq2ZKVulICuPOU7EetLVuZjJxXZvy3UJrcFae2p/2X+1vldO4M3PhZy61LEvQtt5v+1Exgr5GZpsHCFzlDhq/ytspZsX9i9S97yHUtU6sYyjbPfnGU6sgnt87Gga+dcZTvm+7VTPpfO/MUNmqUm++IjidGnuVsWq9iNTT7JZblfHKTlLtcJVwu4dIpxsm0BV0ubOPB1gdalKndnX7SQq0yH7KXaF3Hv+kXc99uKMrcES2KZz5wPS8jyWO6AUHX7Q0RkVOdeo02/VTKquGfXgm5dSFZAAjwgESGmF6rQhbjPQtmqPYp7diP0f1uwDUiAOgBAvUXimwKtqQwSAAaFtJCzTAdQBLd+LgaHuuLGz8Xb5f2Vj+2ATUyqZMESrEKgLp9LJ0hDBfZVqnIPWvulRDuWy1TtAY2KundhExgDVMiEilXsintZsjUHh7jKRxonkcJ5dkQ7Mbf2tYVMrC3h2V1BDodZKFShK5T6KHtz1uqvuhC9DxIsiWU+c0osIeJvX/+A8UFhvm2H2vyBqi4I8VnulsT0bCXbQxoie47SHYEHHCK9gBksf56nJdW+yGf5LeqX+SzvWMoS89RUy0W8Im2okKNMR1IiQj9c+bGI5Xe1gIoGv8zb8pfiFpJRE8Z8kqvFNwXbfJ2/NXkMUPmpaLtfSrb/rlDr7wpZ9sVfIAdjqExrtPxhDsvL12kWrLIXAIPDn+dtmb1UB6hG/ZjrdZYXZFj2la8V+7Vc3yvZHhrhLaz6LHeLX4q3Y1/4z46ylrBUM3ZflLklWBLLfOasWEIf5yA5sDzA21SeciV0PTCFgjEACZESmVYlQz8UbqMeFCt6nxUfS69fv34pJubM9vbtW+1sjjFnwpIziiTMVJJsxb89T/QeKj6WxMQymQmWRCJnUqeBM548eykSZWLNWLjddNonT4IlkSg99Fme1j8W6yQSZWJ9VSDOm4CSLcGSSCQSiRxIgiWRSCQSOZAESyKRSCRyIAmWRCKRSORAEiyJRCKRyIEkWBKJRCKRA0mwJBKJRCIHkmBJJBKJRA4kwZJIJBKJHEiCJZFIJBI5kARLIpFIJHIgCZZEIpFI5EASLIlEIpHIgSRYEolEIpEDSbAkEolEIgeSYEkkEolEDiTBkkgkEokcSIIlkUgkEjmQBEsikUgkciAJlkQikUjkQBIsiUQikciBJFgSiUQikQNJsCQSiUQiB5JgSSQSiUQOJMGSSCQSiRxIgiWRSCQSOZAESyKRSCRyIAmWRCKRSORAEiyJRCKRyIEkWBKJRCKRA0mwJBKJRCIHkmBJJBKJRA4kwZJIJBKJHEiCJZFIJBI5kARLIpFIJHIgCZZEIpFI5EASLIlEIpHIgSRYEolEIpEDSbAkEolEIgeSYEkkEolEDiTBkkgkEokcSIIlkUgkEjmQBEsikUgkciAJlkQikUjkQBIsiUQikciBJFgSiUQikQNJsCQSiUQiB5JgSSQSiUQOo6zN/n/OhV0SB5V36AAAAABJRU5ErkJggg==)**RDBMS (Relational data-base management system)-**

It is defined as **collection of data** which is **organized** by following **some relational rule** is called RDBMS.

In this type **data** will be **store in the form of tables** and its is also easy to **relate multiple tables** to fetch an output.

**Store Data with Rules and Table**

* **Data Base Vendor-**
* Vendor are those who manufactures the database & sells it is called Data Base Vendor.

|  |  |
| --- | --- |
| **Name of Vendor** | **Product** |
| ORACLE | 10G,11G,12G |
| SAP | Sybase |
| IBM | DB2 |
| Open Source | My SQL |

* **ENTITY- Each and every table** is called entity.

Example--->

**Entity**

Table name- **Student**

**Column Name/ Table Structure**

**Record /Data**

|  |  |  |
| --- | --- | --- |
| **S\_ID** | **S\_Name** | **Course** |
| 01 | Ram | SQL |
| 02 | Sayam | JAVA |

**Show All table Name in SQL Code: -**

* To display tables names in the any SQL database then we have to use below query

Syntax- **Select \* from tab;**

O/p- TNAME TABTYPE CLUSTERID

------------------------------ ------- ----------

DEPT TABLE

EMP TABLE

BONUS TABLE

SALGRADE TABLE

**Display column name in SQL Code: -**

To display column names from any table in a SQL database then we have to use below query

Syntax- **desc tablename;**

Example- ***desc emp;***

O/p-

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Table** | **Column** | **Data Type** | **Length** | **Precision** | **Scale** | **Primary Key** | **Nullable** | **Default** | **Comment** |
| [EMP](javascript:ret_Column('WKSP_KURESH02.EMP');) | [EMPNO](javascript:ret_Column('EMPNO');) | NUMBER | - | 4 | 0 | 1 | - | - | - |
|  | [ENAME](javascript:ret_Column('ENAME');) | VARCHAR2 | 50 | - | - | - | nullable | - | - |
|  | [JOB](javascript:ret_Column('JOB');) | VARCHAR2 | 50 | - | - | - | nullable | - | - |
|  | [MGR](javascript:ret_Column('MGR');) | NUMBER | - | 4 | 0 | - | nullable | - | - |
|  | [HIREDATE](javascript:ret_Column('HIREDATE');) | DATE | 7 | - | - | - | nullable | - | - |
|  | [SAL](javascript:ret_Column('SAL');) | NUMBER | - | 7 | 2 | - | nullable | - | - |
|  | [COMM](javascript:ret_Column('COMM');) | NUMBER | - | 7 | 2 | - | nullable | - | - |
|  | [DEPTNO](javascript:ret_Column('DEPTNO');) | NUMBER | - | 2 | 0 | - | nullable | - | - |
|  |  |  |  |  |  |  |  |  |  |

**Display any particular table information in SQL Code: -**

* To display any particular table information in a SQL database then we have to use below query

Syntax- **Select \* from tablename;**

Example- ***Select \* from emp;***

O/p-

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| EMPNO | ENAME | JOB | MGR | HIREDATE | SAL | COMM | DEPTNO |
| 7839 | KING | PRESIDENT |  | 11/17/1981 | 5000 |  | 10 |
| 7698 | BLAKE | MANAGER | 7839 | 05-01-1981 | 2850 |  | 30 |
| 7782 | CLARK | MANAGER | 7839 | 06-09-1981 | 2450 |  | 10 |
| 7566 | JONES | MANAGER | 7839 | 04-02-1981 | 2975 |  | 20 |
| 7788 | SCOTT | ANALYST | 7566 | 12-09-1982 | 3000 |  | 20 |
| 7902 | FORD | ANALYST | 7566 | 12-03-1981 | 3000 |  | 20 |
| 7369 | SMITH | CLERK | 7902 | 12/17/1980 | 800 |  | 20 |
| 7499 | ALLEN | SALESMAN | 7698 | 02/20/1981 | 1600 | 300 | 30 |
| 7521 | WARD | SALESMAN | 7698 | 02/22/1981 | 1250 | 500 | 30 |
| 7654 | MARTIN | SALESMAN | 7698 | 09/28/1981 | 1250 | 1400 | 30 |
| 7844 | TURNER | SALESMAN | 7698 | 09-08-1981 | 1500 | 0 | 30 |
| 7876 | ADAMS | CLERK | 7788 | 01-12-1983 | 1100 |  | 20 |
| 7900 | JAMES | CLERK | 7698 | 12-03-1981 | 950 |  | 30 |
| 7934 | MILLER | CLERK | 7782 | 01/23/1982 | 1300 |  | 10 |

**Display multiple column names from a table information in SQL Code: -**

* To display multiple column names from any table in a SQL database then we have to use below query

Syntax- **Select column1name, column2name from tablename;**

Example- ***Select ename, job from emp;***

O/p-

|  |  |
| --- | --- |
| ENAME | JOB |
| KING | PRESIDENT |
| BLAKE | MANAGER |
| CLARK | MANAGER |
| JONES | MANAGER |
| SCOTT | ANALYST |
| FORD | ANALYST |
| SMITH | CLERK |
| ALLEN | SALESMAN |
| WARD | SALESMAN |
| MARTIN | SALESMAN |
| TURNER | SALESMAN |
| ADAMS | CLERK |
| JAMES | CLERK |
| MILLER | CLERK |

**\*Note:-**

1. We can’t use other column name which in not present in the table from which we are trying to retrieve data .

(Ex- If we searching for dept. name in emp table then we can’t find it because dept. name information is present in the dept. table only)

I/p- *Select dept from emp;*

O/p- Error ….Dept column not present in the emp table

1. SQL in not a case-sensitive language.
2. Knowledge Table name and Column name is mandatory.
3. Table names and Column name need to be use as it is present in the table
4. SQL end with ;

* **Aliasing -**

**Display Aliasing column in SQL Code: -**

* Giving another name for an existing column name for a table is called aliasing.

Syntax :- **select columnname as aliasing from tablename;**

**Example: - *select* *sal as salary from emp;***

O/p-

|  |
| --- |
| **SALARY** |
| 5000 |
| 2850 |
| 2450 |
| 2975 |
| 3000 |
| 3000 |
| 800 |
| 1600 |
| 1250 |
| 1250 |
| 1500 |
| 1100 |
| 950 |
| 1300 |

**Example: - *select* *salary from emp;***

O/p- Error at Line 1

“Salary”: invalid Identification.

**Note-**

|  |
| --- |
| **SALARY** |
| 800 |
| 900 |
| 1200 |
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2. By default, aliasing will take “as” keyword.

**Example: - *select* *sal salary from emp;***

|  |
| --- |
| ***SaLaRy*** |
| 800 |
| 900 |
| 1200 |
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**Example: - *select* *sal “SaLaRy” from emp;***

**Display Aliasing a table in SQL Code: -**

* Giving another name for an existing table name to a old table is called aliasing.

Syntax :- **select \* from table\_name aliasing\_name;**

**Example: - *select* *from emp e;***

O/p-

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Emp No** | **Ename** | **Job** | **Mcr** | **HireDate** | **Sal** | **Comm** |
| 7867 | Tuna | Cleark | 7402 | 20-8-2020 | 800 | 300 |
| 8765 | Muna | Manager | 7562 | 23-8-2020 | 1600 | 500 |

# Red Foam HandArithmatic Operator –
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4. ![Red Foam Hand](data:image/png;base64,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)/ Division
5. Modl Modulus

On select statement we can able to perform Arithmetic Operation.

**Example- Write a query to display employee names and increase the salary of 100 rupees?**

O/p- ***Select Ename, sal+100 from emp;***

|  |  |
| --- | --- |
| **Ename** | **sal** |
| Smith | 800 |
| Allen | 1600 |

|  |  |
| --- | --- |
| **Ename** | **sal+100** |
| Smith | 900 |
| Allen | 1700 |

Original Table

Using Arithmatic Operator “+” Table

## Use of “ - ”Arithmetic Operator

**Example- Write a query to display employee names and decrease the salary of 100 rupees?**

O/p- ***Select Ename, sal-100 from emp;***

|  |  |
| --- | --- |
| **Ename** | **Sal-100** |
| Smith | 700 |
| Allen | 1500 |

|  |  |
| --- | --- |
| **Ename** | **sal** |
| Smith | 800 |
| Allen | 1600 |

Using Arithmatic Operator “**-**” Table

Original Table

# Use of “\*”Arithmetic Operator:-

**Example- Write a query to display employee names and their 12 month salary in rupees?**

O/p- ***Select Ename, sal\*12 from emp;***

|  |  |
| --- | --- |
| **Ename** | **Sal\*12** |
| Smith | 9600 |
| Allen | 19200 |

|  |  |
| --- | --- |
| **Ename** | **sal** |
| Smith | 800 |
| Allen | 1600 |

Using Arithmatic Operator “**\***” Table

Original Table

Using Arithmatic Operator”**-**” Table

# Use of “/”Arithmetic Operator:-

**Example- Write a query to display employee names and their 1/10th salary in rupees?**

|  |  |
| --- | --- |
| **Ename** | **sal** |
| Smith | 800 |
| Allen | 1600 |

|  |  |
| --- | --- |
| **Ename** | **Sal/10** |
| Smith | 80 |
| Allen | 160 |

O/p- ***Select Ename, sal/10 from emp;***

Using Arithmatic Operator”**\***” Table

Original Table

**Use of “Modulus“Arithmetic Operator:-**

**Example- Write a query to display salary and show the reminder after divided by 3?**

O/p- ***Select salary, mod(sal,3) from emp;***

If we divide salary with mod operator it will divide salary with the mod number and show the reminder ex- 800/3=2

|  |  |
| --- | --- |
| **Sal** | **Mod(sal,3)** |
| 800 | 2 |
| 1600 | 1 |

|  |  |
| --- | --- |
| **Ename** | **sal** |
| Smith | 800 |
| Allen | 1600 |

Using Arithmatic Operator “ **mod**” Table

Original Table

# Literals

* **Usages of data directly** is called literals.
* Data will be classified into 3 things.

***Numbers***- sal, age, marks ….Example **07, 08, 09**.

***String***- ename, jobs, location….Example **‘Satya’, ‘Ram’, ‘Sayam’**.

***Date***- AD, BC, DOB ….Example **‘07-Dec-2021’**.

* **Note -**
* **Number data** are use **directly**.
* Using **String and Date data** should mention in **single cote** ‘ ’.
* Dual **–**
* Dual is a dummy table which works as a worksheet to do analysis.

**Example** – select 1 from dual;

Dummy Column Name

Attribute

|  |
| --- |
| 1 |
| 1 |

**O/p**-

**Example** – select uma from dual;

Dummy Column Name

Attribute

|  |
| --- |
| uma |
| uma |

**O/p**-

**Example-** select‘ename’ from emp;

|  |
| --- |
| **Ename** |
| Ename |
| Ename |
| ……….. |
| Ename |
|  |

**O/p-**

14 times

Concatenation **–**

* **Joining or merging two or more column values or literals** is called **concatenation**.
* To **achieve concatenation**, we have to **use** (**||**) **double vertical pipes**.

Example- Select ename || job from emp;

O/p-

|  |
| --- |
| **ENAME||JOB** |
| KINGPRESIDENT |
| BLAKEMANAGER |
| CLARKMANAGER |
| JONESMANAGER |
| SCOTTANALYST |
| FORDANALYST |
| SMITHCLERK |
| ALLENSALESMAN |
| WARDSALESMAN |
| MARTINSALESMAN |
| TURNERSALESMAN |
| ADAMSCLERK |
| JAMESCLERK |
| MILLERCLERK |

Write a query to display **my name is ename** from emp table?

**Answer** – *select ‘My name is’ || ename from emp;*

O/p-

|  |
| --- |
| **'MYNAMEIS'||ENAME** |
| My name is KING |
| My name is BLAKE |
| My name is CLARK |
| My name is JONES |
| My name is SCOTT |
| My name is FORD |
| My name is SMITH |
| My name is ALLEN |
| My name is WARD |
| My name is MARTIN |
| My name is TURNER |
| My name is ADAMS |
| My name is JAMES |
| My name is MILLER |

Write a query to display **ename is earning salary** from emp table?

**Answer** – *select ename || ' is earning ' || sal from emp;*

O/p-

|  |
| --- |
| **ENAME||'ISEARNING'||SAL** |
| KING is earning 5000 |
| BLAKE is earning 2850 |
| CLARK is earning 2450 |
| JONES is earning 2975 |
| SCOTT is earning 3000 |
| FORD is earning 3000 |
| SMITH is earning 800 |
| ALLEN is earning 1600 |
| WARD is earning 1250 |
| MARTIN is earning 1250 |
| TURNER is earning 1500 |
| ADAMS is earning 1100 |
| JAMES is earning 950 |
| MILLER is earning 1300 |

Write a query to display **ename is a [job]** from emp table?

**Answer** – ***select ename || ‘is a [‘ || job||’]’ from emp****;*

O/p-

|  |
| --- |
| **ENAME||'ISA['||JOB||']'** |
| KING is a [ PRESIDENT ] |
| BLAKE is a [ MANAGER ] |
| CLARK is a [ MANAGER ] |
| JONES is a [ MANAGER ] |
| SCOTT is a [ ANALYST ] |
| FORD is a [ ANALYST ] |
| SMITH is a [ CLERK ] |
| ALLEN is a [ SALESMAN ] |
| WARD is a [ SALESMAN ] |
| MARTIN is a [ SALESMAN ] |
| TURNER is a [ SALESMAN ] |
| ADAMS is a [ CLERK ] |
| JAMES is a [ CLERK ] |
| MILLER is a [ CLERK ] |

## Orderby

By using ‘orderby’ clause we will be able to rearrange the output in ascending or descending order.

Ex:

Select sal from emp

Order by sal desc;

|  |
| --- |
| **SAL** |
| 5000 |
| 3000 |
| 3000 |
| 2975 |
| 2850 |
| 2450 |
| 1600 |
| 1500 |
| 1300 |
| 1250 |

o/p:

Note:

By default order by is in ascending order.

Ex:

Select ename from emp order by ename;

o/p:

|  |
| --- |
| **ENAME** |
| ADAMS |
| ALLEN |
| BLAKE |
| CLARK |
| FORD |
| JAMES |
| JONES |
| KING |
| MARTIN |
| MILLER |

Select: it chooses which column needs to displayed in the output

From: it chooses the table to fetch the data

Where: As per the condition provided it will execute each and every row and decides which row to pick which row to reject.

STD

|  |  |  |
| --- | --- | --- |
| SID | SNAME | COURSE |
| 1 | RAJA | JAVA |
| 2 | RANI | MAVA |
| 3 | CHAMPA | BAVA |
| 4 | CHAMELI | RAVA |

Select \* from std where sname = ‘RAJA’ ;

o/p:

|  |  |  |
| --- | --- | --- |
| SID | SNAME | COURSE |
| 1 | RAJA | JAVA |

Write a query to display BLAKE record?

Select \* from emp where ENAME = 'BLAKE';

O/p:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **MGR** | **HIREDATE** | **SAL** | **COMM** | **DEPTNO** |
| 7698 | BLAKE | MANAGER | 7839 | 05-01-1981 | 2850 | - | 30 |

Write a query to display employee name , designation and joining date, for all the CLERKS?

Select ename, job, hiredate from emp where job = 'CLERK';

|  |  |  |
| --- | --- | --- |
| **ENAME** | **JOB** | **HIREDATE** |
| SMITH | CLERK | 12/17/1980 |
| ADAMS | CLERK | 01-12-1983 |
| JAMES | CLERK | 12-03-1981 |
| MILLER | CLERK | 01/23/1982 |

O/P:

Write a query to display all the employee details who joined on 23-may-87?

Select \* from emp where hiredate = ‘23-MAY-87’ ;

O/P:

# RELATIONAL OPERATOR

It can be perform only in where statement but not in select statement

* > Greater than
* < smaller than
* >= grater than equal to
* <= smaller than equal to
* = equal to
* != not equal to

Write a query to display all the employee details who is earning salary more than 1500?

Select \* from emp where sal>1500;

O/P:

Write a query to display all employee details apart from SALESMAN?

Select \* from emp where job!= ‘SALESMAN’;

O/P:

# LOGICAL OPERATOR

“AND” when ever we use and operator rows get selected if both the conditions are satisfied.

“OR” when ever we use or operator rows get selected if anyone condition is satisfied.

“NOT” it is an opposite operator

Write a query to display all the details of CLERK who belongs to 20th dept?

Select \* from emp where job=’CLERK’ and deptno = 20;

O/P:

Write a query to display all the details of salesman who is earning salary more than 1500?

Select \* from emp where job=’SALESMAN’ and sal>1500;

O/P:

Write a query to display all employee details who belongs to 10& 30 dept?

Select \* from emp where deptno = 10 or deptno = 30;

O/P:

Write a query to display all employee details of salesman & manager?

Select \* from emp where JOB=’SALESMAN’ or JOB=’MANAGER’;

O/P:

# SPECIAL OPERATOR

IN:

* The record should present in same list or same column
* When we use multiple ‘or’ operator then we are going to replace a special operator called ‘in’.

EX:

Select \* from emp where mgr in(7698,7839,7566);

O/P:

Write a query to display all employee details of CLERK & MANAGER who belongs to 30th dept?

Select \* from emp where job in(‘CLERK’,’MANAGER’) and deptno= 30;

O/p:

Write a query to display all employee details who joined in the year 81?

Select \* from emp where hiredate>=’01-JAN-81’ and hiredate<=’31-DEC-81’;

O/P:

# BETWEEN

Whenever we want to display the values in range then we are going to use a special operator called between.

Ex:

Select \* from emp where hiredate between ’01-JAN-81’ and ’31-DEC-81’;

O/P:

Write a query to display all employee details who is earning salary 2000 to 3000?

Select \* from emp where sal between ‘2000’ and ‘3000’;

O/P:

# LIKE(Pattern matching)

“%” It derives ‘0’ to ‘n’ characters

“\_” it derives a single character

|  |  |  |
| --- | --- | --- |
| SID | SNAME | COURSE |
| 1 | RAJA | BIOLOGY |
| 2 | RANI | ZOOLOGY |
| 3 | CHAMPA | BOTANY |
| 4 | CHAMELI | SOCIAL |

STD

Select \* from std where sname like ‘R%’;

O/P: RAJA

RANI

Select \* from std where course like ‘%y’;

O/P: BIOLOGY

ZOOLOGY

BOTANY

Select \* from std where course like ‘B%Y’;

O/P: BIOLOGY

BOTANY

Select \* from std where sname like ‘%A%’;

O/P: RAJA

RANI

CHAMPA

CHAMELI

Select \* from std where sname like ‘\_\_\_\_’;

O/P: RAJA

RANI

Select \* from std where sname like ‘\_A%’;

O/P: RAJA

RANI

Select \* from std where sname like ‘R\_\_I’;

O/P: RANI

Write a query to display all names who’s names starts with S?

Select \* from emp where ename like ‘S%’;

O/P:

Write a query to display all employee details whose designation ends with ‘MAN’?

Select \* from emp where job like ‘%MAN’;

O/P:

Write a query to display all employee details who joined in year of 81?(by using like operator)

Select \* from emp where hiredate like ‘%81’;

O/P:

Write a query to display all employee details who joined in the month of December?

Select \* from emp where hiredate like ‘%DEC’;

O/P:

Write a query to display all employee details whose salary contains 2nd letter 5 in it?

Select \* from emp where SAL like ‘%5\_’;

O/P:

# NULL

* It is an empty space or blank space. Null means nothing.
* It didn’t occupy space in the memory.
* Null!=0
* To achieve null we have to use special operator called “is”.

Write a query to display all employee details who does not have commission?

Select \* from emp where comm is null;

Write a query to display all employee details who don’t have manager number?

Select \* from emp where mgr is null;

Special Operator

Logical Operator

IN

BETWEEN

LIKE

IS

AND

OR

NOT

Write a query to display all employee details apart from the names start with S?

Select \* from emp where ename not like ‘S%’;

O/P:

Write a query to display all the employee details apart from 10 & 30 dept?

Select \* from emp where deptno not in(10,30);

O/P:

Write a query to display all employee details who is earning salary less than 1000 and more than 2000?

Select \* from emp where sal not between 1000 and 2000;\

O/P:

Write a query to display all employee details who have some commission?

Select \* from emp where comm is not null;

O/P:

# FUNCTION

* SINGLE ROW FUNCTION
* MULTI ROW FUNCTION
* DATE FUNCTION

Single row function: It will take multiple inputs and gives you correspondent output for each input.

Upper()

Lower()

Initcap()

Concat()

Replace()

Length()

Substr()

Write a query to display all the employee name in lower case and designation initial capital letter?

Select lower(ename), initcap(job) from emp;

O/P:

Concat()

Syntax:- select concat(arg1, arg2) from tablename;

Arg1,arg2: column names/ literals.

Concat function is similar to concatenation. Where we are going to join or merge two or more column values or literals. Concat function will take maximum of two arguments.

Select concat (ename, job) from emp;

O/P:

Write a query to display in below format?

My name is SMITH

My name is ALLEN

Select concat (‘my name is’ , ename) from emp;

O/P:

Write a query to display in below format?

Smith is earning 800

Select concat(caoncat(ename, ‘ is earning ‘ ), sal) from emp;

O/P:

Write a query to display below format?

Smith is earning 800 and joined on 7th-DEC-80

Select concat (concat(concat(ename, ‘ is earning ’), sal, ‘ and joined on ’),hiredate) from emp;

O/P:

## Replace

Replace function will replace or will change old text data to new text data.

Syntax:

Select replace(arg1, arg2, arg3) from tablename;

Arg1: column name

Arg2: which char / char to pick

Arg3: replacing char / char

Ex: select replace (‘java’, ‘j’, ‘M’) from dual;

O/P: MAVA

Select replace (‘test’, ‘t’, ‘j’) from dual;

O/P: jest

Select replace (‘Test engineer’, ‘test’, ‘web’) from dual;

O/P: web engineer

Ex: select replace (‘test’, ‘e’, ‘’) from dual;

O/P: t st

Note:

Replace function will take maximum of 3argument minimum of two arguments. If 3rd argument is not given then it will remove the characters which we have given in the 2nd argument.

Ex: select replace (‘test’, ‘e’) from dual;

O/P: tst

Write a query to display all the employee details whose designation contains man? (without using like operator)

Select \* from emp where job!= replace(job, ‘MAN’);

O/P:

Write a query to display all employee details whose salary contain digits ‘5’ without containing like operator?

Select \* from emp where sal!= replace(sal, ‘5’);

Length():

It returns the number of characters present in a given string. String can be column name/ literal.

Syntax: select length (column/literal) from tablename;

Ex: select length(‘uma shankar’) from dual;

Dual

O/P: 11

WAQ to display number of characters present in each employee name?

Syntax – select length (ename) from emp;

Example- select ename, length(ename) from emp;

O/p-

WAQ to display all the employee details who have exactly 5 character without using like operator?

Syntax- select \* where 5 = length (ename) from emp;

Example- select \* from emp where length (ename)=5 ;

O/p-

WAQ a query to display all employee details whose name starts with ‘A’ and ends with ‘Z ’ and have exactly 26 charaters?

Example- select \* from emp

where ename like ‘A%Z’

and length(ename)= 26;

**Substr()**

It returns a part of characters which is present in the given string. Your string can be column name/literal.

Syntax- select substr(agr1,agr2,agr3)

from tablename;

arg1-> column/literal

arg2-> starting position of char

arg3-> No of characters to pick

Example- select substr(‘ UMA SHANKAR ’ 5,5) from dual;

O/p- Substr

SHABKAR

Example- select substr(‘ Start’ 1,1) from dual;

O/p-S

T

Example- select substr(‘ test engineer’ 6) from dual;

O/p- Substr

Engineer

**Note-**

Substr take maximum of arguments and minimum of 2 arguments. If 3rd argument is not given it will go till the end of the string.

Example – select substr(‘test engineer’ -5,2) from dual;

O/p- Su

In

Example – select substr(‘test engineer’ -5,-2) from dual;

O/p- Null

WAQ to display all emp details who joined in years 81, by using substring ? 01-dec-81

Example- Select \* where 81= substr(hiredate,8,2)

From emp;

WAQ to display 1st character and last character of emp name?

Example- Select substr(ename,1,1)

Substr(ename,-1,-1)

from emp;

O/p- S S ENAME

S H SMITH

A N ALLEN

WAQ select \* from emp

Where substr(hiredate,-2)=81;

O/p-

WAQ to display last 3 char of employee name?

Example- select substr(ename,-3,3) ename from emp;

O/p-

WAQ to display all employee details whose designation ends with ger? By using substr

Example- select \* from emp where substr(job,-3)=’GER’;

O/p-

WAQ to display all employee details whose and last letter of employee name is similar to middle letter of month

Example- select \* from emp substr(ename,-2,1)

Substr(hiredate, 5, 1);

O/p-

# Multirow Function

It will take multiple inputs and gives you single output.

Example- Min (), Max (), Sum (), Avg (), Count () etc.

Example- select min(sal) from emp;

O/p-

**Note**

We can have a combination of single row function and a column name in select statement but we can’t have a combination of multirow function and column name in select statement. Otherwise we will going to get an error.

Example- select max(sal), ename from emp;

Select max(sal),ename;

O/p- error

Example – select min(ename) from emp;

O/p-

Example – select min(hiredate) from emp;

O/p-

Example – select count(ename) from emp;

O/p-

**Note-**

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Number** | **String** | **Date** |
| **min()** | ✓ | ✓ | ✓ |
| **max()** | ✓ | ✓ | ✓ |
| **sum()** | ✓ | X | X |
| **avg()** | ✓ | X | X |
| **count()** | ✓ | ✓ | ✓ |

WAQ to display total salary for all the managers?

Example- select sum(sal) from emp where job=’MANAGER’;

O/p-

|  |  |
| --- | --- |
| **Format of SQL Query** | **Execution flow of SQL Query** |
| select | select .........5 |
| from | from.........1 |
| where | where .........2 |
| group by | group by .........3 |
| having | having .........4 |
| order by | order by .........6 |

Example- select ename sal as salary from emp

Where salary > 1500;

O/p-

Example- select ename, sal as salary from emp order by salary;

O/p-

WAQ to display highest salary of the employee who joined in the month of DEC?

Ans- select max(sal) from emp

where hiredate like ‘%DEC%’;

WAQTD number of employees who earns commission

Ans- select count(\*)

from emp where comm is not null;

Or,

Select count(comm) from emp;

**DISTINCT()**

Distinct keyword or distinct function will give unique values which is present in the column.

Distinct keyword is used in select statements.

**Note-**

* We can have a combination of distinct column name and column name in select statement.
* We can’t have more than one distinct function in select statement.

Example- select ename, distinct(deptno) from emp;

O/p- Error (Because 1st distinct function will come and column name must be on it .other wise it will show error.

WAQTD number of employees present in each dept?

Example- select count(\*) from emp group by dept no;

O/p-

**GROUP BY**

It divides a table into multiple groups. Group by class will produce each output for each group.

In select statement we can have a combination of multirow function and a column name in select statement only when if we make that column in group by clause.

Example- select count(\*),

deptno from emp

group by dept no;

O/p-

Example- select ename from emp group by dept no;

O/p- error

Example- select \* from emp group by dept no;

O/p-error

WAQTO highest salary of each job?

Example- select max(sal), job from emp group by job;

O/p-

WAQTO Total salary for each job exert ‘CLERK’?

Example- select sum(sal)

from emp

where job!= ‘CLERK’

group by job;

write a query to display of each dept excluding clerk?

Select avg(sal) deptno from emp where job!= ‘clerk’ group by deptno;

O/p:

Write a query to display number of employee present in each dept no and display only those deptno who have minimum four employees in it?

Select count(\*), deptno from emp groupby deptno having count(\*)>=4;

O/P:

Note:

1. Single row functions can be used in select statement and also in where clause.
2. Multirow function can be used only in select statement.
3. In where clause if we use multirow function we are going to get an error.

# HAVING

1. When ever we are providing condition for a group then we are going to use having clause.
2. The purpose of having is to select a group if having condition is satisfied or rejected a group if having condition is not satisfied.
3. In having clause we will use multirow functions.
4. Having clause is work by groupby.

Write a query to display total salary for each job except clerk and that total salary should exceed 5000 and that salary should come in descending order?

Select sum(sal) from emp where job!=’clerk’

Group by job having sum(sal)>5000

Order by sum(sal) desc;

O/P:

# SUB-QURIES

When ever we have an indirect condition generally we go for subquery. When ever we write a subquery at least one common column data should exist between the table.

There are two types of sub-queries.

1. Single row sub queries
2. Multi row sub queries

Single row sub queries:

Single row sub queries will return a single output hence we use relational operator.

Multirow sub queries:

Multi row subqueries will return multiple output hence we use in.

Select \* from faculty where sal = (select sal from faculty where fname=’Gaurav’);

FACULTY

|  |  |  |  |
| --- | --- | --- | --- |
| SID | FNAME | COURSE | SAL |
| 1 | PRAKASH | MANUAL | 100 |
| 2 | ANUPAMA | SQL | 100 |
| 3 | RAGHUL | SQL | 200 |
| 4 | GAURAV | MANUAL | 200 |

Write a query to display all employee details whose deptno is similar to ALLEN?

Select \* from emp where deptno = (select deptno from emp where ename= ‘ALLEN’);

O/P:

Write a query to display all employee details whose designation is similar to the employee whose employee number is 7900?

Select \* from emp where job = (select job from emp where empno = 7900);

O/P:

Write a query to display details whose salary is more than avg salary of 10th dept?

Select \* from emp where sal>(select avg (sal) from emp where deptno = 10);

O/P:

Write a query to display all the employee details whose salary is more than MARTIN salary and designation is similar to BLAKE?

Select \* from emp where sal> ( select sal from emp where ename = ‘MARTIN’) and job=(select job, sal from emp where ename= ‘BLAKE’);

O/P:

Write a query to display all employee details who is working under JAMES?

Select \* from emp where mgr=(select empno from emp where ename=’JONES’);

O/P:

Write a query to display all the employee details who have minimum 3 employees working under them?

Select count(\*) empno>3 from emp (select count(\*) empno from emp groupby mgr);

O/P:

# JOINS

1. Joining or merging one or two table is called joint.
2. Joins are used to fetch the data from multiple table.

Types of joins

1. Cross join / catesian join:

* In this type of joins we will be able to join one or two table
* In this join each and every record of one table is going to match with each and every record of other table.

Ex: If table ‘A’ contains 10(ten) records

If table ‘B’ contains 4(four) records

Then output will be 10\* 4 = 40(forty) records

## Note:

When ever we use cross join we always gets current data as well as incorrect data. That is the reason in real time scenarios we won’t use cross joints.

Select \* from emp, dept;

O/P:

1. Equi joins/ inner joins:

* When ever we use equi joins we always gets matched records.
* For equi joins there should be a common column exist between the tables.
* In equi joins proper condition should be provided and we use equal operator in the condition

Select \* from emp, dept where emp.deptno dept .deptno;

O/P:

Write a query to display all the employee names and their work location?

Select ename, loc from emp, dept where emp.deptno = dept.deptno;

O/P:

Write a query to display employee info and dept info of analyst?

Select \* from emp, dept where emp.deptno = dept.deptno and job = ‘ANALYST’);

O/P:

Write a query to display only dept details who is earning sal more than 1500?

Select \* from emp dept where deptno in (select deptno from emp where sal> 1500);

O/P:

# DDL

Primary key:

1. It is an unique representation or unique identifier column of a table
2. In a table there should be one primary key.
3. Primary key is a combination of unique key and not null key.

What are difference between primary key and unique key?

Primary key:

1. In a table there should be only one primary key column.
2. Primary key will block duplicate & null values

Unique key:

1. In a table we have multiple unique keys.
2. Unique will allow null values and block duplicate values.

Foreign key:

1. Foreign key constrain is also known as referential integrity constrain
2. The keyword which we use for foreign key is references.
3. In a table we can have multiple foreign keys.
4. Foreign key builds a relationship between two tables.
5. Foreign key in a current table is called child table and the referic table is called as parent table or master table.

Candidate key:

The column which is eligible to become primary key is called candidate key.

Alternate key:

After choosing a column as primary key the remaining candidate key is called it as alternate key.

Syntax for create a table:

Create table tablename

(columnname datatype(size) constraint,

columnname datatype(size) constraint,

columnname datatype(size) constraint);

Ex:

Create table uma

(uno number(5) unique,

Uname char(10) notnull);

O/P: table created

Check: select \* from tab;

|  |  |
| --- | --- |
| Tname | tabtype |
| Dept | Table |
| emp | Table |
| Bonus | Table |
| Uma | Table |

# ALTER

After command is used to do modification for an existing table. It can be adding a column for existing table. Remaining old column name to new column name and deleting column from existing table.

Syntax for adding a column:

Alter table tablename;

Add(columnname datatype(size) constraint);

Ex:

Alter table uma

Add (mobno number(10) unique);

O/P: table created

Check: Desc uma;

|  |
| --- |
| Name |
| Uno |
| Uname |
| Mob no |

O/P:

Syntax for rename column name:

Alter table tablename

Rename column oldcolumnname to newcolumnname;

Ex: Alter table uma

Rename column mobno to mno;

O/P: Table altered

Check: desc uma;

O/P: Uma

|  |
| --- |
| Uno |
| Uname |
| mno |

Syntax for drop a column:

Alter table tablename

Drop column columnname;

Ex: Alter table uma drop column mno;

O/P: Table altered

Check: Desc uma;

|  |
| --- |
| Uno |
| uname |

O/P: Name

Syntax for renaming a table:

Rename oldtablename to newtablename;

Ex: rename uma to shankar;

O/P: table renamed

Check: select \* from tab;

O/P: Tname tab type

|  |  |
| --- | --- |
| Dept | Table |
| Emp | Table |
| Bonus | Table |
| Salgrade | Table |
| Shankar | Table |

Syntax for dropping a table:

Drop table tablename;

Ex: drop table shankar;

O/P: table dropped

Difference between drop and truncate:

Drop: drop command will delete the complete table.

Syntax: Drop table tablename;

Truncate: truncate will delete all the records from the table but table structure remains same.

Syntax: truncate table tablename;

**DML**

* By using DML commands we will be to insert values for existing table modify existing value to new value and deleting existing value from a table.
* All ‘DML’ commands are temporary change.

**Syntax for inserting a record-**

Insert into Tablename

(column1, column2, column3)

values(value1, value2, value3);

Example- inset into shankar

(uno,uname)

Values(1,’UMA’)

O/p- row created

Check- select \* from shankar;

O/p-

**Syntax for update record-**

update tablename

set column name = newvalue

where condition;

Example- update emp

set job= ‘SUPERMAN’

O/p- 4 rows updated

where job = ‘SALESMAN

check- select \* from emp;

O/p-

**Syntax for deleting a record-**

delete tablename

where condition;

O/p- 1 row deleted

Example- delete shankar -------->

where uno = 1

O/p-No rows selected

check- select \* from emp; ------>

**TCL (Transaction control language)**

**Commit-**

* Commit will be used to make that particular transaction as permanent change in date base.
* All ‘DML’ commands are temporary change.
* To making it permanent with have to use a ‘TCL’ command called commit.

**Roll back-**

* It acts as an undo function. When ever we perform rollback command it always it always goes to previous commit.

**Save Point-**

|  |  |  |
| --- | --- | --- |
| **-** | **-** | **-** |
| 1 | A | B |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
| Commit; | | |
|  |
| **-** | **-** | **-** |  |
| 1 | A | B |  |
| 2 | C | D |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
| Save point A; | | |  |
|  |
| **-** | **-** | **-** |  |
| 1 | A | B |  |
| 2 | C | D |  |
| 3 | E | F |  |
|  |  |  |  |
|  |  |  |  |
| Save point B; | | |  |
|  |
| **-** | **-** | **-** |  |
| 1 | A | B |  |
| 2 | C | D |  |
| 3 | E | F |  |
| 4 | G | H |  |
|  |  |  |  |
| RollBack; | | |  |
| RollBack **A**; | | |  |
| RollBack **B**; | | |  |

Save point acts as a breakpoint for commit command and rollback command.

**Note-**

* Truncate values can’t be rule back where as deleted values can be role back.

**Flashaback**

After dropping a table we can restore if from the recycle bin with the help of flash back command.

Syntax- Flashback Table table name to beforedrop;

**Purge**

If we want to delete table from recycle bin then we have to use a command called purge.

Syntax- Purge table tablename;

**Outer Join**

When ever we perform inner joins we always get some loss of data i.e. unmatched records. To get matched records and unmatched records will go for outer joints.

There are 3 types of outer joins.

1. Left outer join
2. Right outer join
3. Full outer join

**Left outer join**

In the type we will be able to get all the rewards of left side table and matched records of right side table.

Example- select \* from emp, dept

Where emp.dept no= dept.deptno(+);

O/p-

**Right outer join**

In the type we will be able to get all the rewards of right side table and matched records of left side table.

Example- select \* from emp, dept

Where emp.dept no(+)= dept.deptno;

O/p- 15 rows selected

**Full outer join**

In the type we will be able to get all the rewards from both table.

Example- select \* from emp, dept

Where emp.dept no(+)= dept.deptno(+);

O/p- Error (A predicate may reference only one outer table.

**Note-**

Full outer joins can’t be achieved as per oracle standards. Hence

We use “ANSI Rule”.

**ANSI Rule**

**Cross joins-**

Select \* from emp cross join dept;

**Inner joins-**

Select \*

from emp join dept

on emp.deptno = dept.deptno;

**Left outer join-**

Select \*

from emp left outer join dept

on emp.deptno = dept.deptno;

**Right outer join-**

Select \*

from emp right outer join dept

on emp.deptno = dept.deptno;

**Self Join**

* Without aliasing we can’t achieves self joints.

Example- select \*

From emp e emp i

Wher e.mgr=i.empno;

O/p-

WAQTD employee name and their manger details of JAMES?

Syntax- Select e.ename,e.mgr

from emp e,emp i

where e.mgr=i.emp.no;

O/p-

WAQTD employee name and their manager details of JAMES?

Syntax- Select e.ename,e.mgr

from emp e,emp i

where e.mgr=i.emp.no

and e.ename- ‘James’;

O/p-

WAQTD who earn salarys?

Syntax- Select \*

from emp e,emp i

where e.sal=i.sal

**Corelated Subquries**

* It is similar to subqueries
* It works for both joins & subqueries.

**Rownum**

* It is a psedo column.
* Row num values are numeric in nature & unique in nature.
* By default, rownum value is 1/
* Rownum work for <, >, = operator.

**Example-** select \* from emp where rownum=1;

O/p-

**Example-** select \* from emp where rownum=3;

O/p-

**Example-** select \* from emp where rownum<=3;

O/p-

WAQTD 3rd record of emp table?

select \* from (select emp.\*, rownum as a from emp)

where a=3;

O/p-

WAQTD 5th record of emp table?

select \* from (select emp.\*, rownum as a from emp)

where a=5;

O/p-

WAQTD 4th and 6th record of emp table?

select \* from (select emp.\*, rownum as a from emp)

where a in (4,6);

O/p-

**Nth least salary**

Example- Select min(sal)

From (select distinct(sal) from emp order by sal desc) where rownum <=3;

Nth higest 🡪 desc🡪min ()

**Nth least salary**

Example- Select max (sal)

From (select distinct(sal) from emp order by sal desc ) where rownum <=3;

Nth higest 🡪 asc🡪man ()